class Solution:

def isLongPressedName(self, name: str, typed: str) -> bool:

np, tp = 0,0

while np < len(name) and tp < len(typed):

if name[np] == typed[tp]:

np += 1

tp += 1

elif tp >= 1 and typed[tp] == typed[tp-1]:

tp += 1

else:

return False

if np != len(name):

return False

else:

while tp < len(typed):

if typed[tp] != typed[tp-1]:

return False

tp += 1

return True

class Solution:

def isLongPressedName(self, name: str, typed: str) -> bool:

tmp = []

tmp.append(name[0])

store = []

for i in range(1,len(name)):

if name[i] == tmp[-1]:

tmp.append(name[i])

else:

store.append((tmp[-1],len(tmp)))

tmp = []

tmp.append(name[i])

store.append((tmp[-1],len(tmp)))

tmp1 = []

tmp1.append(typed[0])

store1 = []

for i in range(1,len(typed)):

if typed[i] == tmp1[-1]:

tmp1.append(typed[i])

else:

store1.append((tmp1[-1],len(tmp1)))

tmp1 = []

tmp1.append(typed[i])

store1.append((tmp1[-1],len(tmp1)))

if len(store) != len(store1):

return False

for i in range(len(store)):

print(store[i][0])

if store[i][0] != store1[i][0] or store[i][1]>store1[i][1]:

return False

return True

def isLongPressedName(self, name: str, typed: str) -> bool:

n=len(name)

m=len(typed)

i=j=0

while(i<n and j<m):

if name[i]==typed[j]:

count1=count2=0

temp=name[i]

i+=1

while(i<n and name[i]==temp):

i+=1

count1+=1

temp=typed[j]

j+=1

while(j<m and typed[j]==temp):

count2+=1

j+=1

if count1>count2:

return False

else:

return False

if i>=n and j>=m:

return True

return False

class Solution:

def isLongPressedName(self, name: str, typed: str) -> bool:

# typed = "abcdd" name = "abcdefg"

if len(typed) < len(name):

return False

j = 0

# creating a freq map takes care of characters

# that are present in the name but not in typed

# eg: typed = abcdde name = abcdef

mp = {}

for ch in name:

mp[ch] = mp.get(ch, 0) + 1

# basically check,

# if a character at an index position in typed matches a correspoding index position in name

# if it does, increment index counter for name (j) and decrement frequency of the ch from the map

# or does it match a previous character in typed itself

# using these checks i'm basically trying to see if name can be reconstructed from type

for i in range(len(typed)):

if j < len(name) and typed[i] == name[j]:

j+=1

mp[typed[i]] -= 1

elif i > 0 and typed[i] == typed[i-1]:

continue

else:

return False

return sum(mp.values()) == 0

class Solution:

def isLongPressedName(self, name: str, typed: str) -> bool:

if len(typed) < len(name):

return False

j = 0

mp = {}

for ch in name:

mp[ch] = mp.get(ch, 0) + 1

for i in range(len(typed)):

if j < len(name) and typed[i] == name[j]:

j+=1

mp[typed[i]] -= 1

elif i > 0 and typed[i] == typed[i-1]:

continue

else:

return False

return sum(mp.values()) == 0

Coins solution:

class Solution:

def coinChange(self, coins: List[int], amount: int) -> int:

if not coins:

return 0

cache = {}

def dp(amount):

if amount in cache:

return cache[amount]

if amount == 0:

return 0

tmp = []

for coin in coins:

if amount - coin >= 0:

tmp.append(dp(amount - coin))

else:

tmp.append(float('inf'))

min\_coins = min(tmp) + 1

cache[amount] = min\_coins

return min\_coins

result = dp(amount)

if result != float('inf'):

return result

return -1

Another coins solution:

def coinChange(coins, amount):

mapOfOccuredNums = {}

coinsUsed = 0

if amount == 0: return coinsUsed

queue = [-1, amount]

while len(queue) > 1:

if queue[0] == -1:

coinsUsed += 1

queue.append(-1)

queue.pop(0)

else:

for coin in coins:

num = queue[0]-coin

if num == 0: return coinsUsed

if num > 0 and num not in mapOfOccuredNums:

mapOfOccuredNums[num] = None

queue.append(num)

queue.pop(0)

return -1

Q. Given an array of non-negative integers arr, your task is to count the number of pairs (i, j)  
such that i ≤ j and arr[i] + rev(arr[j]) = arr[j] + rev(arr[i])

Sample input and output

for A=>[1,20,2,11],  
output is 7  
2.for A [4,8,20,3,10,18,5,0,13,13]  
output is 21

def rev(n):

s = str(n)

return int(s[::-1])

def count\_pairs(arr):

hash\_map = {}

answer = 0

for i in arr:

if i - rev(i) not in hash\_map:

hash\_map[i-rev(i)] = 1

else:

hash\_map[i-rev(i)] += 1

for k,v in hash\_map.items():

answer += (v+1)\*v/2

return answer

# Driver code

arr = [1, 20, 2, 11]

#n = len(arr)

print(count\_pairs(arr))

def func(array):

result = list()

for index in range(len(array) - 2):

sum\_one = array[index + 1] + array[index + 2]

sum\_two = array[index] + array[index + 2]

sum\_three = array[index] + array[index + 1]

if array[index] < sum\_one and array[index + 1] < sum\_two and array[index + 2] < sum\_three:

result.append(1)

else:

result.append(0)

return result

**Q. Given an integer array nums, move all 0's to the end of it while maintaining the relative order of the non-zero elements.**

class Solution:

def moveZeroes(self, nums: List[int]) -> None:

"""

Do not return anything, modify nums in-place instead.

"""

pos = 0

for i in range(len(nums)):

if nums[i] != 0:

nums[i], nums[pos] = nums[pos], nums[i]

pos += 1

return

Q. Given two sorted integer arrays nums1 and nums2, merge nums2 into nums1 as one sorted array.

The number of elements initialized in nums1 and nums2 are m and n respectively. You may assume that nums1 has a size equal to m + n such that it has enough space to hold additional elements from nums2.

**Input:** nums1 = [1,2,3,0,0,0], m = 3, nums2 = [2,5,6], n = 3

**Output:** [1,2,2,3,5,6]

class Solution:

def merge(self, nums1: List[int], m: int, nums2: List[int], n: int) -> None:

if n == 0:

return nums1

else:

del nums1[-n:]

nums1.extend(nums2)

nums1.sort()

return nums1

another

def mergeArray(arr1, arr2):

if n == 0:

return arr1

else:

#del arr1[-n:]

arr1.extend(arr2)

arr1.sort()

return arr1

arr1 = [2, 4, 6, 8]

arr2 = [3, 5, 7, 9]

m = len(arr1)

n = len(arr2)

print(mergeArray(arr1,arr2))

Q. Given a sorted array of distinct integers and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.\

**Input:** nums = [1,3,5,6], target = 5

**Output:** 2

class Solution:

def searchInsert(self, nums: List[int], target: int) -> int:

for i in nums:

if target in nums:

return nums.index(target)

else:

nums.append(target)

nums.sort()

return nums.index(target)

Q. Given an array nums containing n distinct numbers in the range [0, n], return the only number in the range that is missing from the array.

**Input:** nums = [3,0,1]

**Output:** 2

**Explanation:** n = 3 since there are 3 numbers, so all numbers are in the range [0,3]. 2 is the missing number in the range since it does not appear in nums.

**Input:** nums = [0,1]

**Output:** 2

**Explanation:** n = 2 since there are 2 numbers, so all numbers are in the range [0,2]. 2 is the missing number in the range since it does not appear in nums.

Brute

class Solution:

def missingNumber(self, nums: List[int]) -> int:

a = len(nums)

for i in range(0, a):

if i not in nums:

return i

else:

i += 1

return i

alternate soln:

class Solution:

def missingNumber(self, nums: List[int]) -> int:

ans = len(nums)

for i in range(ans):

ans += i - nums[i]

return ans

Q. Given a string s, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

**Input:** s = "A man, a plan, a canal: Panama"

**Output:** true

**Explanation:** "amanaplanacanalpanama" is a palindrome.

class Solution:

def isPalindrome(self, s: str) -> bool:

s = [i for i in s.lower() if i.isalnum()]

s = ''.join(s)

if str(s)[::-1] == str(s):

return True

else:

return False

#def palindrome\_check(s):

# return s[::-1] == s

#s= 'malayalm'

#print(palindrome\_check(s))

def isPalindrome(str):

# Run loop from 0 to len/2

for i in range(0, int(len(str)/2)):

if str[i] != str[len(str)-i-1]:

return False

return True

# main function

s = "malayalam"

ans = isPalindrome(s)

if (ans):

print("Yes")

else:

print("No")

Q. Write a function that reverses a string. The input string is given as an array of characters s.

**Input:** s = ["h","e","l","l","o"]

**Output:** ["o","l","l","e","h"]

class Solution:

def reverseString(self, s: List[str]) -> None:

left,right = 0,len(s)-1

while left < right:

s[left],s[right] = s[right],s[left]

left += 1

right -= 1

Q. Given two non-negative integers, num1 and num2 represented as string, return the sum of num1 and num2 as a string.

**Input:** num1 = "11", num2 = "123"

**Output:** "134"

class Solution:

def addStrings(self, num1: str, num2: str) -> str:

a = int(num1) + int(num2)

return str(a)

Q. Given a sequence of integers as an array, determine whether it is possible to obtain a strictly increasing sequence by removing no more than one element from the array.

*Note:* sequence a0, a1, ..., an is considered to be a strictly increasing if a0 < a1 < ... < an. Sequence containing only one element is also considered to be strictly increasing.

* For sequence = [1, 3, 2, 1], the output should be  
  almostIncreasingSequence(sequence) = false.

There is no one element in this array that can be removed in order to get a strictly increasing sequence.

* For sequence = [1, 3, 2], the output should be  
  almostIncreasingSequence(sequence) = true.

You can remove 3 from the array to get the strictly increasing sequence [1, 2]. Alternately, you can remove 2 to get the strictly increasing sequence [1, 3].

def check\_increasing(seq):

# This will check if it is increasing:

# If it is return -1 else return the element at which is it not increasing

for i in range(len(seq)-1):

if seq[i] >= seq[i+1]:

return i

return -1

def almostIncreasingSequence(sequence):

check = check\_increasing(sequence)

# List is increasing

if check == -1:

return True

# Check if removing an item will make a strictly increasing list

if check\_increasing(sequence[check-1:check] + sequence[check+1:]) == -1 or check\_increasing(sequence[check:check+1] + sequence[check+2:]) == -1:

return True

# If not return False, since more than 1 element needs to be removed

return False

Q. array summation: arrays inputs [-1,8,3] and tests:[3,7,2] return True because -1+3=2, 2 appears in the tests array and -1 and 3 appear in the input array. if any 2 of the numbers in the first array add up to any of the numbers in the second array else return False

def arraySum(arr, test):

for i in arr:

if arr[i] + arr[i + 1] in test:

return True

else:

return False

arr = [-1, 8, 3]

test = [3, 7, 2]

print(arraySum(arr, test))

Q. Given a string as an input, design a function that returns the string with the first letter to every word capitalized.

Example input: "problem example word"  
output --> "Problem Example Word"

def capitalizeString(string):

result = ' '.join(elem.capitalize() for elem in string.split())

return result

string = "problem example word"

print(capitalizeString(string))

1. Valid Parenthesis

Jpmc first round online test[summer:software engineering intern]-  
There were 2 coding questions:  
1.Tool List- Given strings of tools, startindex and target need to find minimum moves from target[kind of circular linkedlist]  
2.Binary number in Linkedlist[ <https://leetcode.com/problems/convert-binary-number-in-a-linked-list-to-integer/> ]

class Solution:

def getDecimalValue(self, head: ListNode) -> int:

total = 0

while(head):

total = total \* 2 + head.val

head = head.next

return total

class Solution:

def getDecimalValue(self, head: ListNode) -> int:

a = []

while(head!=None):

a.append(str(head.val))

head = head.next

n = int(''.join(a),2)

return (n

Time: 75 mins

I would say the coding challenge wasn't that bad. There was another post that helped me prepare for it.

1. <https://leetcode.com/problems/decode-ways/>

def numDecodings(self, s):

"""

:type s: str

:rtype: int

"""

dp = {}

def f(s):

if s in dp: return dp[s]

if not s:

return 1

res = 0

if len(s)>=1 and 1<=int(s[0])<=9:

res+=f(s[1:])

if len(s)>=2 and 10<=int(s[:2])<=26:

res+=f(s[2:])

dp[s] = res

return res

return f(s)

class Solution:

def numDecodings(s):

if not s or s[0] == '0':

return 0

dp = [0 for i in range(len(s)+1)]

dp[0] = 1

for i in range(len(s)):

if 1 <= int(s[i]) <= 9:

dp[i+1] = dp[i]

if i > 0 and 10 <= int(s[i-1:i+1]) <= 26:

dp[i+1] += dp[i-1]

return dp[-1]

#s = "12"

print( numDecodings("12"))

1. <https://leetcode.com/problems/happy-number/>

class Solution:

def isHappy(self, n: int) -> bool:

res = 0

if n == 1:

return True

if n == 4:

return False

for i in str(n):

res += int(i)\* int(i)

n = res

return Solution.isHappy(self,n)

class Solution(object):

def isHappy(self, n):

"""

:type n: int

:rtype: bool

"""

examples = []

while n:

if n == 1:

return True

n = self.helper(n)\*\*\*\*

if n in examples:

return False

examples.append(n)

def helper(self, n):

new = [int(i)\*\*2 for i in str(n)]

return sum(new)

Q. Given an integer n, break it into the sum of k **positive integers**, where k >= 2, and maximize the product of those integers.

Return *the maximum product you can get*.

**Example 1:**

**Input:** n = 2

**Output:** 1

**Explanation:** 2 = 1 + 1, 1 × 1 = 1.

**Example 2:**

**Input:** n = 10

**Output:** 36

**Explanation:** 10 = 3 + 3 + 4, 3 × 3 × 4 = 36.

class Solution:

def integerBreak(self, n: int) -> int:

# base Checks

if n == 2:

return 1

if n == 3:

return 2

count\_two = 0

count\_three = n // 3

if n % 3 == 1:

count\_three -= 1

count\_two += 2

elif n % 3 == 2:

count\_two += 1

product = 3 \*\* count\_three

if count\_two:

product \*= 2 \*\* count\_two

return product

Q. Design Linked list

class Node(object):

def \_\_init\_\_(self, val):

self.val = val

self.next = None

class MyLinkedList:

def \_\_init\_\_(self):

"""

Initialize your data structure here.

"""

self.head = None

self.tail = None

self.size = 0

def get(self, index: int) -> int:

"""

Get the value of the index-th node in the linked list. If the index is invalid, return -1.

"""

if self.head is None or index >= self.size:

# print "I am here"

return -1

current = self.head

for i in range(index):

current = current.next

return current.val

def addAtHead(self, val: int) -> None:

"""

Add a node of value val before the first element of the linked list. After the insertion, the new node will be the first node of the linked list.

"""

if not self.head:

self.head = Node(val)

self.tail = self.head

else:

new\_node = Node(val)

new\_node.next = self.head

self.head = new\_node

self.size += 1

def addAtTail(self, val: int) -> None:

"""

Append a node of value val to the last element of the linked list.

"""

if not self.head:

self.head = Node(val)

self.tail = self.head

else:

new\_node = Node(val)

self.tail.next = new\_node

self.tail = new\_node

self.size += 1

def addAtIndex(self, index: int, val: int) -> None:

"""

Add a node of value val before the index-th node in the linked list. If index equals to the length of linked list, the node will be appended to the end of linked list. If index is greater than the length, the node will not be inserted.

"""

if index > self.size:

return

if index == 0:

self.addAtHead(val)

else:

current = self.head

for i in range(index - 1):

current = current.next

new\_node = Node(val)

new\_node.next = current.next

current.next = new\_node

if new\_node.next is None:

self.tail = new\_node

self.size += 1

def deleteAtIndex(self, index: int) -> None:

"""

Delete the index-th node in the linked list, if the index is valid.

"""

if not self.head or index >= self.size:

return -1

if index == 0:

self.head = self.head.next

if not self.head:

self.tail = None

else:

current = self.head

for i in range(index - 1):

if current.next is None:

return

current = current.next

current.next = current.next.next

if current.next is None:

self.tail = current

self.size -= 1

# Your MyLinkedList object will be instantiated and called as such:

# obj = MyLinkedList()

# param\_1 = obj.get(index)

# obj.addAtHead(val)

# obj.addAtTail(val)

# obj.addAtIndex(index,val)

# obj.deleteAtIndex(index)

Q. Given head, the head of a linked list, determine if the linked list has a cycle in it.

**Example 1:**
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**Input:** head = [3,2,0,-4], pos = 1

**Output:** true

**Explanation:** There is a cycle in the linked list, where the tail connects to the 1st node (0-indexed).

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, x):

# self.val = x

# self.next = None

class Solution:

def hasCycle(self, head: ListNode) -> bool:

s = set()

while head:

if head in s:

return True

s.add(head)

head = head.next

return False

**using two pointer method**

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, x):

# self.val = x

# self.next = None

class Solution:

def hasCycle(self, head: ListNode) -> bool:

if head is None:

return False

slow = head

fast = head.next

while slow!= fast:

if fast is None or fast.next is None:

return False

slow = slow.next

fast = fast.next.next

return True

Q. Given a linked list, return the node where the cycle begins. If there is no cycle, return null.

**Example 1:**

![https://assets.leetcode.com/uploads/2018/12/07/circularlinkedlist.png](data:image/png;base64,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)

**Input:** head = [3,2,0,-4], pos = 1

**Output:** tail connects to node index 1

**Explanation:** There is a cycle in the linked list, where tail connects to the second node.

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, x):

# self.val = x

# self.next = None

class Solution:

def detectCycle(self, head: ListNode) -> ListNode:

s = set()

while head:

if head in s:

return head

s.add(head)

head = head.next

return None

Round 1: General Aptitude Test (On-site) - 45 mins (approx). Round 2: Problem Solving on Paper without panel. You will get set of problems on DS & Algorithms. Write the solution on paper. Round 3 (Continuing Round 2): Explain and optimize the code. a. String manipulation problem. b. Print Binary Tree in ZigZag manner. c. Reverse every k-nodes linkedlist. d. Provided an array find if sum of two elements in the array gives k O(n). Round 4: a. Spring related questions - DI & IOC. b. Print Inorder without recursion. c. Producer Consumer problem, wait & sleep, synchronized keyword and multiple questions. d. Provided sorted rotatated array find the smallest element. e. Difference between angular and React. f. Singleton design pattern and it's variations and synchronization issues. g. Factory design patterns.

Q. Given the heads of two singly linked-lists headA and headB, return the node at which the two lists intersect. If the two linked lists have no intersection at all, return null.

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, x):

# self.val = x

# self.next = None

class Solution:

def getIntersectionNode(self, headA: ListNode, headB: ListNode) -> ListNode:

def get\_len(node):

l = 0

while node is not None:

node = node.next

l += 1

return l

len1 = get\_len(headA)

len2 = get\_len(headB)

for i in range(len1 - len2):

headA = headA.next

for i in range(len2 - len1):

headB = headB.next

while headA and headB:

if headA == headB:

return headA

headA = headA.next

headB = headB.next

return None

Q. Given the head of a linked list, remove the nth node from the end of the list and return its head.

**Input:** head = [1,2,3,4,5], n = 2

**Output:** [1,2,3,5]

**Example 2:**

**Input:** head = [1], n = 1

**Output:** []

**Example 3:**

**Input:** head = [1,2], n = 1

**Output:** [1]

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def removeNthFromEnd(self, head: ListNode, n: int) -> ListNode:

fast, slow = head, head

for \_ in range(n): fast = fast.next

if not fast: return head.next

while fast.next: fast, slow = fast.next, slow.next

slow.next = slow.next.next

return head

Q. Given the head of a singly linked list, reverse the list, and return the reversed list.

**Input:** head = [1,2,3,4,5]

**Output:** [5,4,3,2,1]

**Input:** head = [1,2]

**Output:** [2,1]

**Input:** head = []

**Output:** []

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def reverseList(self, head: ListNode) -> ListNode:

curr = head

prev = None

next = None

while curr!= None:

next = curr.next

curr.next = prev

prev = curr

curr = next

return prev

Q. Given the head of a linked list and an integer val, remove all the nodes of the linked list that has Node.val == val, and return *the new head*.

**Input:** head = [1,2,6,3,4,5,6], val = 6

**Output:** [1,2,3,4,5]

**Example 2:**

**Input:** head = [], val = 1

**Output:** []

**Example 3:**

**Input:** head = [7,7,7,7], val = 7

**Output:** []

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def removeElements(self, head: ListNode, val: int) -> ListNode:

h = head

while head is not None and head.val==val:

head = head.next

while h is not None and h.next is not None:

if h.next.val == val:

h.next = h.next.next

else:

h = h.next

return head

Q. Given the head of a singly linked list, group all the nodes with odd indices together followed by the nodes with even indices, and return the reordered list.

**nput:** head = [1,2,3,4,5]

**Output:** [1,3,5,2,4]

**Input:** head = [2,1,3,5,6,4,7]

**Output:** [2,3,6,7,1,5,4]

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def oddEvenList(self, head: ListNode) -> ListNode:

if not head or not head.next:

return head

even = head

odd = head.next

curr = head

while curr and curr.next:

nxt = curr.next

curr.next = curr.next.next

curr = nxt

curr = even

while curr and curr.next:

curr = curr.next

curr.next = odd

return head

Q. Given the root of a binary tree, return the preorder traversal of its nodes' values.

Recursive and iterative solutions:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def preorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return []

return [root.val] + self.preorderTraversal(root.left) + self.preorderTraversal(root.right)

#2

class Solution:

def preorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return []

stack =[root]

result = []

while stack != []:

root = stack.pop()

result.append(root.val)

if root.right is not None:

stack.append(root.right)

if root.left is not None:

stack.append(root.left)

return result

Q. Given the root of a binary tree, return the inorder traversal of its nodes' values.

Sol 1:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def inorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return []

return self.inorderTraversal(root.left)+ [root.val] + self.inorderTraversal(root.right)

Sol2:

class Solution:

def inorderTraversal(self, root: TreeNode) -> List[int]:

stack =[]

result = []

while root is not None or stack != []:

while root is not None:

stack.append(root)

root = root.left

root = stack.pop()

result.append(root.val)

root = root.right

return result

Q. Given the root of a binary tree, return the postorder traversal of its nodes' values.

Sol1 recursion:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def postorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return []

return self.postorderTraversal(root.left) + self.postorderTraversal(root.right) + [root.val]

Sol2: iterative

class Solution:

def postorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return None

stack =[root]

result = []

while stack != []:

temp = stack.pop()

result.insert(0,temp.val)

if temp.left is not None:

stack.append(temp.left)

if temp.right is not None:

stack.append(temp.right)

return result

Sol3: reverse output soln

class Solution:

def postorderTraversal(self, root: TreeNode) -> List[int]:

if root is None:

return []

stack =[root]

result = []

while stack != []:

root = stack.pop()

result.append(root.val)

if root.left is not None:

stack.append(root.left)

if root.right is not None:

stack.append(root.right)

return result[::-1]

Q. Given the root of a binary tree, return the level order traversal of its nodes' values. (i.e., from left to right, level by level).

Sol:

class Solution:

def levelOrder(self, root: TreeNode) -> List[List[int]]:

if root is None:

return []

queue = [root]

next\_queue = []

level = []

result = []

while queue != []:

for root in queue:

level.append(root.val)

if root.left is not None:

next\_queue.append(root.left)

if root.right is not None:

next\_queue.append(root.right)

result.append(level)

level = []

queue = next\_queue

next\_queue = []

return result

Q. Given the root of a binary tree, return *its maximum depth*.

A binary tree's **maximum depth** is the number of nodes along the longest path from the root node down to the farthest leaf node.

**Example 1:**

![https://assets.leetcode.com/uploads/2020/11/26/tmp-tree.jpg](data:image/jpeg;base64,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)

**Input:** root = [3,9,20,null,null,15,7]

**Output:** 3

**Example 2:**

**Input:** root = [1,null,2]

**Output:** 2

**Example 3:**

**Input:** root = []

**Output:** 0

**Example 4:**

**Input:** root = [0]

**Output:** 1

Soln :

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def maxDepth(self, root: TreeNode) -> int:

if root is None:

return 0

left = self.maxDepth(root.left)

right = self.maxDepth(root.right)

return 1+max(left, right)

Q. Given the root of a binary tree, *check whether it is a mirror of itself* (i.e., symmetric around its center).

**Example 1:**
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**Input:** root = [1,2,2,3,4,4,3]

**Output:** true

Soln:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def isSymmetric(self, root: TreeNode) -> bool:

if root is None:

return 0

return self.checkMirror(root.left, root.right)

def checkMirror(self, root1, root2):

if not root1 and not root2:

return True

if not root1 and root2:

return False

if root1 and not root2:

return False

if root1 and root2 and root1.val != root2.val:

return False

return self.checkMirror(root1.left, root2.right) and self.checkMirror(root1.right, root2.left)

Q. Given two integer arrays inorder and postorder where inorder is the inorder traversal of a binary tree and postorder is the postorder traversal of the same tree, construct and return *the binary tree*.

**Example 1:**

![https://assets.leetcode.com/uploads/2021/02/19/tree.jpg](data:image/jpeg;base64,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)

**Input:** inorder = [9,3,15,20,7], postorder = [9,15,7,20,3]

**Output:** [3,9,20,null,null,15,7]

**Example 2:**

**Input:** inorder = [-1], postorder = [-1]

**Output:** [-1]

Soln:

class Solution:

def buildTree(self, inorder: List[int], postorder: List[int]) -> TreeNode:

order = {}

for i, e in enumerate(inorder):

order[e] = i

def tree(low, high):

if low > high or not postorder:

return

root = TreeNode(postorder.pop())

mid = order[root.val]

root.right = tree(mid+1, high) # Construct right tree

root.left = tree(low, mid-1) # Construct left tree

return root

return tree(0, len(postorder)-1)

Soln2:

class Solution:

def buildTree(self, inorder: List[int], postorder: List[int]) -> TreeNode:

if not postorder or not inorder:

return None

value = postorder[-1]

root = TreeNode(value)

index = inorder.index(value)

root.left = self.buildTree(inorder[:index], postorder[:index])

root.right = self.buildTree(inorder[index+1:], postorder[index: -1])

return root

Given two integer arrays preorder and inorder where preorder is the preorder traversal of a binary tree and inorder is the inorder traversal of the same tree, construct and return *the binary tree*.

**Example 1:**
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**Input:** preorder = [3,9,20,15,7], inorder = [9,3,15,20,7]

**Output:** [3,9,20,null,null,15,7]

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def buildTree(self, preorder: List[int], inorder: List[int]) -> TreeNode:

if not preorder or not inorder:

return None

value = preorder[0]

root = TreeNode(value)

index = inorder.index(value)

root.left = self.buildTree(preorder[index: index+1], inorder[:index])

root.right = self.buildTree( preorder[index+1:], inorder[index+1:])

return root

Q. You are given a license key represented as a string s that consists of only alphanumeric characters and dashes. The string is separated into n + 1 groups by n dashes. You are also given an integer k.

We want to reformat the string s such that each group contains exactly k characters, except for the first group, which could be shorter than k but still must contain at least one character. Furthermore, there must be a dash inserted between two groups, and you should convert all lowercase letters to uppercase.

Return the reformatted license key.

**Example 1:**

**Input:** s = "5F3Z-2e-9-w", k = 4

**Output:** "5F3Z-2E9W"

**Explanation:** The string s has been split into two parts, each part has 4 characters.

Note that the two extra dashes are not needed and can be removed.

**Example 2:**

**Input:** s = "2-5g-3-J", k = 2

**Output:** "2-5G-3J"

**Explanation:** The string s has been split into three parts, each part has 2 characters except the first part as it could be shorter as mentioned above.

Soln: class Solution:

def licenseKeyFormatting(self, s: str, k: int) -> str:

s\_new = []

for i in reversed(range(len(s))):

if s[i] == '-':

continue

if len(s\_new) % (k+1) == k:

s\_new += '-'

s\_new += s[i].upper()

return ''.join(reversed(s\_new))

Q. Suppose we have a file system that stores both files and directories. An example of one system is represented in the following picture:
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Here, we have dir as the only directory in the root. dir contains two subdirectories, subdir1 and subdir2. subdir1 contains a file file1.ext and subdirectory subsubdir1. subdir2 contains a subdirectory subsubdir2, which contains a file file2.ext.

In text form, it looks like this (with ⟶ representing the tab character):

dir

⟶ subdir1

⟶ ⟶ file1.ext

⟶ ⟶ subsubdir1

⟶ subdir2

⟶ ⟶ subsubdir2

⟶ ⟶ ⟶ file2.ext

If we were to write this representation in code, it will look like this: "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext". Note that the '\n' and '\t' are the new-line and tab characters.

Every file and directory has a unique **absolute path** in the file system, which is the order of directories that must be opened to reach the file/directory itself, all concatenated by '/'s. Using the above example, the **absolute path** to file2.ext is "dir/subdir2/subsubdir2/file2.ext". Each directory name consists of letters, digits, and/or spaces. Each file name is of the form name.extension, where name and extension consist of letters, digits, and/or spaces.

Given a string input representing the file system in the explained format, return *the length of the****longest absolute path****to a****file****in the abstracted file system*. If there is no file in the system, return 0.

**Example 1:**
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**Input:** input = "dir\n\tsubdir1\n\tsubdir2\n\t\tfile.ext"

**Output:** 20

**Explanation:** We have only one file, and the absolute path is "dir/subdir2/file.ext" of length 20.

**Example 2:**
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**Input:** input = "dir\n\tsubdir1\n\t\tfile1.ext\n\t\tsubsubdir1\n\tsubdir2\n\t\tsubsubdir2\n\t\t\tfile2.ext"

**Output:** 32

**Explanation:** We have two files:

"dir/subdir1/file1.ext" of length 21

"dir/subdir2/subsubdir2/file2.ext" of length 32.

We return 32 since it is the longest absolute path to a file.

**Example 3:**

**Input:** input = "a"

**Output:** 0

**Explanation:** We do not have any files, just a single directory named "a".

**Example 4:**

**Input:** input = "file1.txt\nfile2.txt\nlongfile.txt"

**Output:** 12

**Explanation:** There are 3 files at the root directory.

Since the absolute path for anything at the root directory is just the name itself, the answer is "longfile.txt" with length 12.

Soln: class Solution:

def lengthLongestPath(self, input: str) -> int:

stack = [(-1,0)]

max\_len = 0

for p in input.split("\n"):

depth = p.count("\t")

p = p.replace("\t", "")

while stack and depth <= stack[-1][0]:

stack.pop()

if '.' not in p:

stack.append((depth, len(p)+ stack[-1][1]+1))

else:

max\_len = max(max\_len, len(p) + stack[-1][1])

return max\_len

Q. Given an alphanumeric string s, return *the****second largest****numerical digit that appears in*s*, or*-1*if it does not exist*.

An **alphanumeric**string is a string consisting of lowercase English letters and digits.

**Example 1:**

**Input:** s = "dfa12321afd"

**Output:** 2

**Explanation:** The digits that appear in s are [1, 2, 3]. The second largest digit is 2.

**Example 2:**

**Input:** s = "abc1111"

**Output:** -1

**Explanation:** The digits that appear in s are [1]. There is no second largest digit.

Soln:

class Solution:

def secondHighest(self, s: str) -> int:

s\_new = []

for i in s:

if i.isnumeric():

s\_new.append(i)

s\_new = sorted(set(s\_new))

if len(s\_new) > 1:

return s\_new[-2]

else:

return -1

Q. Write a method to check if a tree is a balance tree. And then explain the time complexity of your method.

Q.

#Input:

# "Lemons 3:1 Ducks",

# "Ducks 2:0 Baboons",

# "Lemons 1:1 Baboons",

# "Rays 1:0 Limes"

#Scores:

# Win: 3 points

# Tie: 1 point

# Loss: 0 points

#Expected output:

# Lemons: 4

# Ducks: 3

# Rays: 3

# Baboons: 1

# Limes: 0

Approach:

def string(arr):

team1\_count = 0

team2\_count = 0

for i in range(len(arr)):

team = arr.split(':')

print(team)

l1 = team[0]

l2 = team[1]

print(l1)

print(l2)

l = l1.split(' ')

m = l2.split(' ')

print(l)

print(m)

a = int(l[1])

b = int(m[0])

print(a)

print(b)

if a > b:

team1\_count += 3

team2\_count -= 0

if a < b:

team1\_count -= 0

team2\_count += 3

if a == b:

team1\_count += 1

team2\_count += 1

return team1\_count

arr = "Lemons 3:1 Duck"

print(string(arr))

Determine the basic blocks. Apply optimizations and specify the optimization techniques used. Describe some data flow analysis done by the compiler.

The performance of a program is slower than the same program before the backend of the compiler has changed. What direction would you look into this issue and solve it?

Various ways of testing a compiler

Question about binary search tree

How would you narrow down bugs, if you came in one day and found 10 new failures with your run?

Q. Given matrix, a rectangular matrix of integers, where each value represents the cost of the room, your task is to return the total sum of all rooms that are suitable for the CodeBots (ie: add up all the values that don't appear below a 0).

**Example**

* For
* matrix = [[0, 1, 1, 2],
* [0, 5, 0, 0],
* [2, 0, 3, 3]]

the output should be  
matrixElementsSum(matrix) = 9.
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There are several haunted rooms, so we'll disregard them as well as any rooms beneath them. Thus, the answer is 1 + 5 + 1 + 2 = 9.

Soln: def matrixElementsSum(matrix):

    row\_len = len(matrix)

    col\_len = len(matrix[0])

    cols = []

    for c in range(col\_len):

        col = []

        for r in range(row\_len):

            col.append(matrix[r][c])

        cols.append(col)

    s = 0

    for arr in cols:

        for n in arr:

            if n == 0: break

            s += n

    return s

Q. Given an array of strings, return another array containing all of its longest strings.

Example

For inputArray = ["aba", "aa", "ad", "vcd", "aba"], the output should be  
allLongestStrings(inputArray) = ["aba", "vcd", "aba"]

Soln: def allLongestStrings(inputArray):

    new = []

    for i in inputArray:

        new.append(len(i))

    count = max(new)

    ar = []

    for i in inputArray:

        if len(i) == count:

            ar.append(i)

    return ar

Q. Given a fixed length array arr of integers, duplicate each occurrence of zero, shifting the remaining elements to the right.

Note that elements beyond the length of the original array are not written.

Do the above modifications to the input array **in place**, do not return anything from your function.

**Example 1:**

**Input:** [1,0,2,3,0,4,5,0]

**Output:** null

**Explanation:** After calling your function, the **input** array is modified to: [1,0,0,2,3,0,0,4]

**Example 2:**

**Input:** [1,2,3]

**Output:** null

**Explanation:** After calling your function, the **input** array is modified to: [1,2,3]

Sol: class Solution:

def duplicateZeros(self, arr: List[int]) -> None:

"""

Do not return anything, modify arr in-place instead.

"""

i = 0

l = len(arr)

while i<l:

if arr[i] == 0:

arr.pop(-1)

arr.insert(i+1, 0)

i+=1

i+=1

Q. Given two sorted integer arrays nums1 and nums2, merge nums2 into nums1 as one sorted array.

The number of elements initialized in nums1 and nums2 are m and n respectively. You may assume that nums1 has a size equal to m + n such that it has enough space to hold additional elements from nums2.

**Example 1:**

**Input:** nums1 = [1,2,3,0,0,0], m = 3, nums2 = [2,5,6], n = 3

**Output:** [1,2,2,3,5,6]

**Example 2:**

**Input:** nums1 = [1], m = 1, nums2 = [], n = 0

**Output:** [1]

Sol:

class Solution:

def merge(self, nums1: List[int], m: int, nums2: List[int], n: int) -> None:

if n == 0:

return nums1

else:

del nums1[-n:]

nums1.extend(nums2)

nums1.sort()

return nums1

Q. Given an array nums and a value val, remove all instances of that value [**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm) and return the new length.

Sol: class Solution:

def removeElement(self, nums: List[int], val: int) -> int:

i=0

while i< len(nums):

if nums[i]==val:

nums.pop(i)

else:

i+=1

Q. Given an integer array nums where the elements are sorted in **ascending order**, convert *it to a****height-balanced****binary search tree*.

A **height-balanced** binary tree is a binary tree in which the depth of the two subtrees of every node never differs by more than one.

**Example 1:**
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**Input:** nums = [-10,-3,0,5,9]

**Output:** [0,-3,9,-10,null,5]

**Explanation:** [0,-10,5,null,-3,null,9] is also accepted:

![https://assets.leetcode.com/uploads/2021/02/18/btree2.jpg](data:image/jpeg;base64,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)

Sol: # Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def sortedArrayToBST(self, nums: List[int]) -> TreeNode:

if len(nums)==0:

return

mid = len(nums)//2

root = TreeNode(nums[mid])

root.left = self.sortedArrayToBST(nums[:mid])

root.right = self.sortedArrayToBST(nums[mid+1:])

return root

Q. Write a function to **delete a node** in a singly-linked list. You will **not** be given access to the head of the list, instead you will be given access to **the node to be deleted** directly.

It is **guaranteed** that the node to be deleted is **not a tail node** in the list.

**Example 1:**
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**Input:** head = [4,5,1,9], node = 5

**Output:** [4,1,9]

**Explanation:** You are given the second node with value 5, the linked list should become 4 -> 1 -> 9 after calling your function.

Sol: # Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, x):

# self.val = x

# self.next = None

class Solution: updated current node value to next node value and point current node towards the next of next node

def deleteNode(self, node):

"""

:type node: ListNode

:rtype: void Do not return anything, modify node in-place instead.

"""

node.val = node.next.val

node.next = node.next.next

Q. Given an array, rotate the array to the right by k steps, where k is non-negative.

**Example 1:**

**Input:** nums = [1,2,3,4,5,6,7], k = 3

**Output:** [5,6,7,1,2,3,4]

**Explanation:**

rotate 1 steps to the right: [7,1,2,3,4,5,6]

rotate 2 steps to the right: [6,7,1,2,3,4,5]

rotate 3 steps to the right: [5,6,7,1,2,3,4]

Sol:

class Solution:

def rotate(self, nums: List[int], k: int) -> None:

"""

Do not return anything, modify nums in-place instead.

"""

n = len(nums)

k = k%n

if k ==0:

return

nums[:]= nums[n-k:n] + nums[:n-k]

Q. Given an integer array nums, return true if any value appears **at least twice** in the array, and return false if every element is distinct.

**Example 1:**

**Input:** nums = [1,2,3,1]

**Output:** true

**Example 2:**

**Input:** nums = [1,2,3,4]

**Output:** false

Sol: class Solution:

def containsDuplicate(self, nums: List[int]) -> bool:

nums.sort()

for i in range(0,len(nums)-1):

if nums[i] == nums[i+1]:

return True

return False

**using set**

class Solution:

def containsDuplicate(self, nums: List[int]) -> bool:

new= set()

for n in nums:

if n not in new:

new.add(n)

else:

return True

return False

Q. Given a sorted array *nums*, remove the duplicates [**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm) such that each element appears only *once* and returns the new length.

Do not allocate extra space for another array, you must do this by **modifying the input array**[**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm) with O(1) extra memory.

**Input:** nums = [1,1,2]

**Output:** 2, nums = [1,2]

**Explanation:** Your function should return length = **2**, with the first two elements of *nums* being **1** and **2** respectively. It doesn't matter what you leave beyond the returned length.

Sol:

Using sets

class Solution:

def removeDuplicates(self, nums: List[int]) -> int:

num = set(nums)

nums.clear()

for i in num:

nums.append(i)

nums.sort()

return len(nums)

return (nums)

Q. You are given an array prices where prices[i] is the price of a given stock on the ith day.

Find the maximum profit you can achieve. You may complete as many transactions as you like (i.e., buy one and sell one share of the stock multiple times).

**Note:** You may not engage in multiple transactions simultaneously (i.e., you must sell the stock before you buy again).

**Example 1:**

**Input:** prices = [7,1,5,3,6,4]

**Output:** 7

**Explanation:** Buy on day 2 (price = 1) and sell on day 3 (price = 5), profit = 5-1 = 4.

Then buy on day 4 (price = 3) and sell on day 5 (price = 6), profit = 6-3 = 3.

Sol:

class Solution:

def maxProfit(self, prices: List[int]) -> int:

minima = float('inf')

maxima = 0

for p in prices:

if p < minima:

minima = p

else:

maxima += p - minima

minima = p

return maxima

Sometimes this works:

class Solution:

def maxProfit(self, prices: List[int]) -> int:

minima = float('inf')

maxima = 0

for p in prices:

minima = min(minima,p)

maxima = max(maxima, p-minima)

return maxima

Dynamic programming

class Solution:

def maxProfit(self, prices: List[int]) -> int:

n = len(prices)

maxima,current=0,0

for i in range(1,n):

current = max(current + prices[i] - prices[i-1], 0)

maxima = max(current, maxima)

return maxima

Q. Given a **non-empty** array of integers nums, every element appears *twice* except for one. Find that single one.

You must implement a solution with a linear runtime complexity and use only constant extra space.

**Example 1:**

**Input:** nums = [2,2,1]

**Output:** 1

Sol:

class Solution:

def singleNumber(self, nums: List[int]) -> int:

for i in nums:

if nums.count(i)==1:

return i

Q. Given two integer arrays nums1 and nums2, return *an array of their intersection*. Each element in the result must appear as many times as it shows in both arrays and you may return the result in **any order**.

**Example 1:**

**Input:** nums1 = [1,2,2,1], nums2 = [2,2]

**Output:** [2,2]

Sol: class Solution:

def intersect(self, nums1: List[int], nums2: List[int]) -> List[int]:

res=[]

for i in nums1:

if i in nums2:

res.append(i)

nums2.remove(i)

return res

Q. Given a **non-empty** array of decimal digits representing a non-negative integer, increment one to the integer.

The digits are stored such that the most significant digit is at the head of the list, and each element in the array contains a single digit.

You may assume the integer does not contain any leading zero, except the number 0 itself.

**Example 1:**

**Input:** digits = [1,2,3]

**Output:** [1,2,4]

**Explanation:** The array represents the integer 123.

Sol:

Solution 1

class Solution:

def plusOne(self, digits: List[int]) -> List[int]:

a = ''.join(map(str,digits))

b = int(a)+1

c=str(b)

return list(map(int,c))

Sol2

class Solution:

def plusOne(self, digits: List[int]) -> List[int]:

str1 = "".join([str(d) for d in digits])

plusOne = int(str1)+1

return [int(d) for d in str(plusOne)]

Q. Given an integer array nums, move all 0's to the end of it while maintaining the relative order of the non-zero elements.

**Note** that you must do this in-place without making a copy of the array.

**Example 1:**

**Input:** nums = [0,1,0,3,12]

**Output:** [1,3,12,0,0]

Sol:

class Solution:

def moveZeroes(self, nums: List[int]) -> None:

"""

Do not return anything, modify nums in-place instead.

"""

l = 0

for i in range(len(nums)):

if nums[i]!=0:

nums[l], nums[i] = nums[i], nums[l]

l+=1

return nums

Q. Two sum hash

Sol:

class Solution:

def twoSum(self, nums: List[int], target: int) -> List[int]:

hashmp={}

for i, n in enumerate(nums):

diff= target-n

if diff not in hashmp:

hashmp[n]=i

else:

return [hashmp[diff], i]

Q. Write a function that reverses a string. The input string is given as an array of characters s.

 Do not allocate extra space for another array. You must do this by modifying the input array [in-place](https://en.wikipedia.org/wiki/In-place_algorithm) with O(1) extra memory.

**Example 1:**

**Input:** s = ["h","e","l","l","o"]

**Output:** ["o","l","l","e","h"]

Sol: class Solution:

def reverseString(self, s: List[str]) -> None:

"""

Do not return anything, modify s in-place instead.

"""

i=0

j=len(s)-1

while i<=j:

s[i], s[j]= s[j],s[i]

i+=1

j-=1

return s

Q. Given a signed 32-bit integer x, return x*with its digits reversed*. If reversing x causes the value to go outside the signed 32-bit integer range [-231, 231 - 1], then return 0.

**Assume the environment does not allow you to store 64-bit integers (signed or unsigned).**

**Example 1:**

**Input:** x = 123

**Output:** 321

**Example 2:**

**Input:** x = -123

**Output:** -321

Sol: class Solution:

def reverse(self, x: int) -> int:

if x>0:

a=int(str(x)[::-1])

if x<=0:

a= -1 \* int(str(x\*-1)[::-1])

mina = -2\*\*31

maxa = 2\*\*31 - 1

if a not in range(mina,maxa):

return 0

else:

return a

Q. Given a string s, return *the first non-repeating character in it and return its index*. If it does not exist, return -1.

**Example 1:**

**Input:** s = "leetcode"

**Output:** 0

**Example 2:**

**Input:** s = "loveleetcode"

**Output:** 2

Sol:

1 Using Counter

class Solution:

def firstUniqChar(self, s: str) -> int:

c=Counter(s)

for i in s:

if c[i]==1:

return s.index(i)

return -1

using dictionary

class Solution:

def firstUniqChar(self, s: str) -> int:

dicts={}

count=[]

#create a dictionary with letters in the string and it's count

for i in s:

if i in dicts:

dicts[i] +=1

else:

dicts[i] =1

#print(dicts)

#get the index of letter which only counted once i.e. first unique character

for i in range(len(s)):

if dicts[s[i]] == 1:

return(i)

#if there are no unique character then return -1

return ('-1')

List comprehension

class Solution(object):

def firstUniqChar(self, s):

"""

:type s: str

:rtype: int

"""

if len(s) > 0:

idx = [s.index(x) for x in 'abcdefghijklmnopqrstuvwxyz' if s.count(x) == 1]

return min(idx) if len(idx) > 0 else -1

return -1

Q. Given two strings s and t, return true *if* t *is an anagram of* s*, and* false *otherwise*.

**Example 1:**

**Input:** s = "anagram", t = "nagaram"

**Output:** true

**Example 2:**

**Input:** s = "rat", t = "car"

**Output:** false

Sol:

class Solution:

def isAnagram(self, s: str, t: str) -> bool:

new\_s= ''.join(sorted(s))

new\_t= ''.join(sorted(t))

if new\_s == new\_t:

return True

else:

return False

using tuple

class Solution:

def isAnagram(self, s: str, t: str) -> bool:

if tuple(sorted(s)) == tuple(sorted(t)):

return True

else:

return False

using hashmaps:

def isAnagram(self, s, t):

return collections.Counter(s) == collections.Counter(t)

Q. Given a string s, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

**Example 1:**

**Input:** s = "A man, a plan, a canal: Panama"

**Output:** true

**Explanation:** "amanaplanacanalpanama" is a palindrome.

Sol:

class Solution:

def isPalindrome(self, s: str) -> bool:

s = re.sub(r'[\W\_]+', '', s).lower()

print(s)

return str(s)==str(s)[::-1]

**using isalnum()**

class Solution:

def isPalindrome(self, s: str) -> bool:

s= [e for e in s.lower() if e.isalnum()]

return s==s[::-1]

Q. **String to Integer (atoi)**

Implement the myAtoi(string s) function, which converts a string to a 32-bit signed integer (similar to C/C++'s atoi function).

The algorithm for myAtoi(string s) is as follows:

1. Read in and ignore any leading whitespace.
2. Check if the next character (if not already at the end of the string) is '-' or '+'. Read this character in if it is either. This determines if the final result is negative or positive respectively. Assume the result is positive if neither is present.
3. Read in next the characters until the next non-digit charcter or the end of the input is reached. The rest of the string is ignored.
4. Convert these digits into an integer (i.e. "123" -> 123, "0032" -> 32). If no digits were read, then the integer is 0. Change the sign as necessary (from step 2).
5. If the integer is out of the 32-bit signed integer range [-231, 231 - 1], then clamp the integer so that it remains in the range. Specifically, integers less than -231 should be clamped to -231, and integers greater than 231 - 1 should be clamped to 231 - 1.
6. Return the integer as the final result.
7. **Input:** s = "42"
8. **Output:** 42
9. **Explanation:** The underlined characters are what is read in, the caret is the current reader position.
10. Step 1: "42" (no characters read because there is no leading whitespace)
11. ^
12. Step 2: "42" (no characters read because there is neither a '-' nor '+')
13. ^
14. Step 3: "42" ("42" is read in)
15. ^
16. The parsed integer is 42.
17. Since 42 is in the range [-231, 231 - 1], the final result is 42.

Sol:

class Solution:

def myAtoi(self, s: str) -> int:

i=0

number=0

negative= False

length=len(s)

if length>0:

while i<=length-1 and s[i] is ' ':

i+=1

if i<=length-1:

if s[i] is '-':

negative=True

i+=1

elif s[i] is '+':

i+=1

while i<=length-1 and s[i]=='0':

i+=1

if i< length:

for j in range(i,len(s),1):

if not s[j].isdigit():

break

else:

number=number\*10 +int(s[j])

number = -number if (negative==True) else number

if number> 2147483647:

number = 2147483647

if number< -2147483648:

number = -2147483648

return number

Q. Implement [strStr()](http://www.cplusplus.com/reference/cstring/strstr/" \t "_blank).

Return the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

**Example 1:**

**Input:** haystack = "hello", needle = "ll"

**Output:** 2

**Example 2:**

**Input:** haystack = "aaaaa", needle = "bba"

**Output:** -1

Sol: class Solution:

def strStr(self, haystack: str, needle: str) -> int:

if needle not in haystack:

return -1

else:

return haystack.index(needle)

class Solution:

def strStr(self, haystack: str, needle: str) -> int:

if needle == "":

return 0

if needle in haystack:

return haystack.find(needle)

else:

return -1

class Solution:

def strStr(self, haystack: str, needle: str) -> int:

needle\_len = len(needle)

for i in range(len(haystack) - needle\_len + 1):

if haystack[i:i + needle\_len] == needle:

return i

return -1

Q. Write a function to find the longest common prefix string amongst an array of strings.

If there is no common prefix, return an empty string "".

**Example 1:**

**Input:** strs = ["flower","flow","flight"]

**Output:** "fl"

Sol: class Solution:

def longestCommonPrefix(self, strs: List[str]) -> str:

pre=''

if len(strs)==0:

return pre

res=''

strs=sorted(strs)

for i in strs[0]:

if strs[-1].startswith(res+i):

res+=i

else:

break

return res

Q. Merge two sorted linked lists and return it as a **sorted** list. The list should be made by splicing together the nodes of the first two lists.

**nput:** l1 = [1,2,4], l2 = [1,3,4]

**Output:** [1,1,2,3,4,4]

**Example 2:**

**Input:** l1 = [], l2 = []

**Output:** []

**Example 3:**

**Input:** l1 = [], l2 = [0]

**Output:** [0]

Sol:

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def mergeTwoLists(self, l1: ListNode, l2: ListNode) -> ListNode:

# if not l1 or l2:

# return l1 or l2

c1=[]

c2=[]

while l1:

c1+=[l1.val]

l1=l1.next

while l2:

c2+=[l2.val]

l2=l2.next

s = sorted(c1+c2)

point = head = ListNode(0)

for k in s:

point.next= ListNode(k)

point = point.next

return head.next

Q. Given the root of a binary tree, determine if it is a valid binary search tree (BST).

A **valid BST** is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees
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* **Input:** root = [2,1,3]
* **Output:** true

Sol:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def isValidBST(self, root: TreeNode) -> bool:

if root is None:

return None

stack=[]

prev=None

while (root!=None or len(stack)!=0):

while root!=None:

stack.append(root)

root=root.left

popped = stack.pop()

if prev!=None and prev>=popped.val:

return False

prev = popped.val

root = popped.right

return True

Q. First bad version

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which returns whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

Example 1:

Input: n = 5, bad = 4

Output: 4

Explanation:

call isBadVersion(3) -> false

call isBadVersion(5) -> true

call isBadVersion(4) -> true

Then 4 is the first bad version.

Example 2:

Input: n = 1, bad = 1

Output: 1

Sol:

# The isBadVersion API is already defined for you.

# @param version, an integer

# @return an integer

# def isBadVersion(version):

class Solution:

def firstBadVersion(self, n):

low,high=1,n

while low < high:

mid = (low+high)//2

if isBadVersion(mid):

high = mid

else:

low = mid+1

return low

Q. Given the head of a sorted linked list, *delete all duplicates such that each element appears only once*. Return *the linked list****sorted****as well*.

**Example 1:**

![Diagram
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**Input:** head = [1,1,2]

**Output:** [1,2]

Sol:

# Definition for singly-linked list.

# class ListNode:

# def \_\_init\_\_(self, val=0, next=None):

# self.val = val

# self.next = next

class Solution:

def deleteDuplicates(self, head: ListNode) -> ListNode:

curr = head

while curr!=None and curr.next !=None:

if curr.next.val == curr.val:

curr.next = curr.next.next

else:

curr = curr.next

return head

* Time complexity : O(n)*O*(*n*). Because each node in the list is checked exactly once to determine if it is a duplicate or not, the total run time is O(n)*O*(*n*), where n*n* is the number of nodes in the list.
* Space complexity : O(1)*O*(1). No additional space is used
* the head will never be a duplicate since it's the first thing you've seen, and since it isn't getting changed it's still the beginning of the list. By the time you've looped through the linked list, current will be pointing to the final node (with it's next pointer pointing to null) which is why it isn't the correct return value

Other : class Solution:

def deleteDuplicates(self, head):

dummy = ListNode(0, head)

while head:

while head and head.next and head.val == head.next.val:

head.next = head.next.next

head = head.next

return dummy.next

Q. Dynamic programming

You are climbing a staircase. It takes n steps to reach the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Example 1:**

**Input:** n = 2

**Output:** 2

**Explanation:** There are two ways to climb to the top.

1. 1 step + 1 step

2. 2 steps

Sol:

class Solution:

def climbStairs(self,n) :

if n==1:

return 1

dp = [0]\*(n+1) # intialization of the DP matrix

dp[1]=1

dp[2]=2

for i in range(3, n + 1) :

dp[i] = dp[i - 1] + dp[i - 2]

return dp[n]

iterative method:

x, y = 0, 1

for i in range(n):

x, y = y, x + y

return y

Q. Given an integer array nums, find the contiguous subarray (containing at least one number) which has the largest sum and return *its sum*.

**Example 1:**

**Input:** nums = [-2,1,-3,4,-1,2,1,-5,4]

**Output:** 6

**Explanation:** [4,-1,2,1] has the largest sum = 6.

Sol:

**Dp**

class Solution:

def maxSubArray(self, nums: List[int]) -> int:

dp = [0]\*(len(nums))

dp[0]=nums[0]

for i in range(1,len(nums)):

if nums[i]> (dp[i-1]+nums[i]):

dp[i]=nums[i]

else:

dp[i]=dp[i-1]+nums[i]

return max(dp)

**another sol:**

total\_sum = max\_sum = nums[0]

for i in nums[1:]:

total\_sum = max(i, total\_sum+i)

max\_sum = max(max\_sum,total\_sum)

return max\_sum

**kadane’s sol:**

class Solution:

def maxSubArray(self, nums: List[int]) -> int:

total\_sum = max\_sum = nums[0]

for i in range(1,len(nums)-1):

total\_sum = max(nums[i], total\_sum+nums[i])

if total\_sum> max\_sum:

max\_sum = total\_sum

return max\_sum

Q. find largest number in the array that has both positive and negative values in the array.

Example: arr=[-3,-2,1,2,3,5]

Op: 3

Sol: iterative method

def largestVal(arr):

n = len(arr)

a = []

for i in range(n):

for j in range(i+1, n):

if (abs(arr[i]) == abs(arr[j])):

a.append(abs(arr[i]))

if (len(a)==0):

return

a.sort()

return max(a)

if \_\_name\_\_ == "\_\_main\_\_":

arr = [ -3, -2, 1, 2, 3, 5]

print(largestVal(arr))

Sol using set :

def largestVal(arr):

val = set()

ar = []

for i in arr:

if abs(i) in val:

ar.append(abs(i))

else:

val.add(abs(i))

ar.sort()

return max(ar)

if \_\_name\_\_ == "\_\_main\_\_":

arr = [-3, -2, 1, 2, 3, 5]

print(largestVal(arr))

java code:

import java.util.\*;

import java.lang.\*;

class GFG {

// Print pair with negative and positive value

public static void largestVal(int arr[] , int n)

{

Vector<Integer> v = new Vector<Integer>();

// For each element of array.

for (int i = 0; i < n; i++)

// Try to find the negative value of

// arr[i] from i + 1 to n

for (int j = i + 1; j < n; j++)

// If absolute values are equal

// print pair.

if (Math.abs(arr[i]) ==

Math.abs(arr[j]))

v.add(Math.abs(arr[i]));

// If size of vector is 0, therefore there

// is no element with positive negative

// value, print "0"

if (v.size() == 0)

return;

// Sort the vector

Collections.sort(v);

// Print the pair with negative positive

// value.

//

System.out.println("The maximum element is: " + Collections.max(v)); }

// Driven Program

public static void main(String[] args)

{

int arr[] = { 4, 8, 9, -4, 1, -1 };

int n = arr.length;

largestVal(arr, n);

}

}

Q. Count the number of prime numbers less than a non-negative number, n.

**Example 1:**

**Input:** n = 10

**Output:** 4

**Explanation:** There are 4 prime numbers less than 10, they are 2, 3, 5, 7.

**Example 2:**

**Input:** n = 0

**Output:** 0

Sol:

class Solution:

def countPrimes(self, n: int) -> int:

if n <= 2:

return 0

a={}

for i in range(2,int(sqrt(n))+1):

if i not in a:

for multiple in range(i\*i, n, i):

a[multiple]=1

return n - len(a) -2

Works but time limit exceeds

class Solution:

def isPrime(self,n):

prime= True

for i in range(2, n):

if n%i==0:

prime=False

break

return prime

def countPrimes(self,n):

count =0

for i in range(2,n):

if self.isPrime(i):

count+=1

return count

Q.House robber

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security systems connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given an integer array nums representing the amount of money of each house, return *the maximum amount of money you can rob tonight****without alerting the police***.

**Example 1:**

**Input:** nums = [1,2,3,1]

**Output:** 4

**Explanation:** Rob house 1 (money = 1) and then rob house 3 (money = 3).

Total amount you can rob = 1 + 3 = 4.

Sol:

dp[i] is storing max sum from i -> n , but we don't know at any i, arr[i] is contributing in max sum or not.  
But it is 100% sure that for any i, dp[i+2] definately didn't included either arr[i] or arr [i+1] , since we dp[i+2] is sum from i+2 -> n. That's how we got this relation ..  
dp[ i ] = ( arr[i] + dp[i+2] , dp [i+1] )

def rob(self, arr: List[int]) -> int:

n = len(arr)

dp = [0]\*(n+1)

for i in range(n-1, -1, -1):

if i+1 < n and arr[i] + dp[i+2] > dp[i+1]: dp[i] = arr[i] + dp[i+2]

else: dp[i] = max(dp[i+1], arr[i])

return dp[0]

Q. You are given an n x n 2D matrix representing an image, rotate the image by **90** degrees (clockwise).

You have to rotate the image [**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm), which means you have to modify the input 2D matrix directly. **DO NOT** allocate another 2D matrix and do the rotation.

**Input:** matrix = [[5,1,9,11],[2,4,8,10],[13,3,6,7],[15,14,12,16]]

**Output:** [[15,13,2,5],[14,3,4,1],[12,6,8,9],[16,7,10,11]]

**Example 3:**

**Input:** matrix = [[1]]

**Output:** [[1]]

Sol:

List comprehension

class Solution:

def rotate(self, matrix: List[List[int]]) -> None:

"""

Do not return anything, modify matrix in-place instead.

"""

matrix[:] = [[j[i] for j in matrix ][::-1] for i in range(len(matrix))]

Q. The **count-and-say** sequence is a sequence of digit strings defined by the recursive formula:

* countAndSay(1) = "1"
* countAndSay(n) is the way you would "say" the digit string from countAndSay(n-1), which is then converted into a different digit string.

To determine how you "say" a digit string, split it into the **minimal** number of groups so that each group is a contiguous section all of the **same character.** Then for each group, say the number of characters, then say the character. To convert the saying into a digit string, replace the counts with a number and concatenate every saying.

For example, the saying and conversion for digit string "3322251":
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Given a positive integer n, return the nth term of the ***count-and-say*** sequence.

**Example 1:**

**Input:** n = 1

**Output:** "1"

**Explanation:** This is the base case.

Sol:

class Solution:

def countAndSay(self, n: int) -> str:

if n == 1:

return '1'

result = ''

count = 0

previous = self.countAndSay(n-1)

for i in range(len(previous)):

count+=1

if i+1>=len(previous) or previous[i]!=previous[i+1]:

result += str(count)+ str(previous[i])

count=0

return result

Q. Shuffle an array

Given an integer array nums, design an algorithm to randomly shuffle the array.

Implement the Solution class:

* Solution(int[] nums) Initializes the object with the integer array nums.
* int[] reset() Resets the array to its original configuration and returns it.
* int[] shuffle() Returns a random shuffling of the array.

**Example 1:**

**Input**

["Solution", "shuffle", "reset", "shuffle"]

[[[1, 2, 3]], [], [], []]

**Output**

[null, [3, 1, 2], [1, 2, 3], [1, 3, 2]]

**Explanation**

Solution solution = new Solution([1, 2, 3]);

solution.shuffle(); // Shuffle the array [1,2,3] and return its result. Any permutation of [1,2,3] must be equally likely to be returned. Example: return [3, 1, 2]

solution.reset(); // Resets the array back to its original configuration [1,2,3]. Return [1, 2, 3]

solution.shuffle(); // Returns the random shuffling of array [1,2,3]. Example: return [1, 3, 2]

Sol:

class Solution:

def \_\_init\_\_(self, nums: List[int]):

self.array = nums

self.original = list(nums)

def reset(self) -> List[int]:

"""

Resets the array to its original configuration and return it.

"""

self.array = self.original

self.original = list(self.original)

return self.array

def shuffle(self) -> List[int]:

"""

Returns a random shuffling of the array.

"""

nums2 = list(self.array)

for index in range(len(self.array)):

r\_index = random.randrange(len(nums2))

self.array[index] = nums2.pop(r\_index)

return self.array

# Your Solution object will be instantiated and called as such:

# obj = Solution(nums)

# param\_1 = obj.reset()

# param\_2 = obj.shuffle()

Q. Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

Implement the MinStack class:

* MinStack() initializes the stack object.
* void push(val) pushes the element val onto the stack.
* void pop() removes the element on the top of the stack.
* int top() gets the top element of the stack.
* int getMin() retrieves the minimum element in the stack.

**Example 1:**

**Input**

["MinStack","push","push","push","getMin","pop","top","getMin"]

[[],[-2],[0],[-3],[],[],[],[]]

**Output**

[null,null,null,null,-3,null,0,-2]

**Explanation**

MinStack minStack = new MinStack();

minStack.push(-2);

minStack.push(0);

minStack.push(-3);

minStack.getMin(); // return -3

minStack.pop();

minStack.top(); // return 0

minStack.getMin(); // return -2

Sol:

class MinStack:

def \_\_init\_\_(self):

"""

initialize your data structure here.

"""

self.stack = []

def push(self, val: int) -> None:

self.stack.append(val)

def pop(self) -> None:

self.stack.pop()

def top(self) -> int:

return self.stack[-1]

def getMin(self) -> int:

mini = float('inf')

if len(self.stack)==0:

return

else:

for i in range(len(self.stack)):

mini = min(mini, self.stack[i])

return mini

# Your MinStack object will be instantiated and called as such:

# obj = MinStack()

# obj.push(val)

# obj.pop()

# param\_3 = obj.top()

# param\_4 = obj.getMin()

**Another method**

Here I have used two formula  
1 . In Push function (2*x - minvalue) -------- here "x" is the given val in the push function  
2. In Pop function (2*minvalue - self.stack[-1] ) ------------- here "self.stack[-1 ] " is the top of the stack

**Solution**

class MinStack:

def \_\_init\_\_(self):

"""

initialize your data structure here.

"""

self.stack = []

self.minvalue = float("-inf")

def push(self, val: int) -> None:

if len(self.stack) == 0:

self.stack.append(val)

self.minvalue = val

else:

if val >= self.minvalue:

self.stack.append(val)

#print(self.stack)

else:

ans = 2\*val - self.minvalue

self.stack.append(ans)

self.minvalue = val

def pop(self) -> None:

if len(self.stack) == 0:

return

else:

if self.stack[-1] >= self.minvalue:

self.stack.pop()

else:

if self.stack[-1] < self.minvalue:

ans = 2\*self.minvalue - self.stack[-1]

self.minvalue = ans

self.stack.pop()

def top(self) -> int:

if len(self.stack) == 0:

return

else:

if self.stack[-1] >= self.minvalue:

return self.stack[-1]

else:

if self.stack[-1] < self.minvalue:

return self.minvalue

def getMin(self) -> int:

if len(self.stack) == 0:

return

return self.minvalue

The space comlexity will be O(1) , as we are just using the single variable name "minvalue" which take O(1) space  
and I am bit confuse with time complexity but I'm expecting it to be O(n)

Q. power of three

Given an integer n, return *true if it is a power of three. Otherwise, return false*.

An integer n is a power of three, if there exists an integer x such that n == 3x.

**Example 1:**

**Input:** n = 27

**Output:** true

**Example 2:**

**Input:** n = 0

**Output:** false

Sol:

class Solution:

def isPowerOfThree(self, n: int) -> bool:

while n:

if n==1 or n ==3:

return True

n = n/3

if 1<n<3:

return False

recursion

less runtime

class Solution:

def isPowerOfThree(self, n: int) -> bool:

while n:

if n==1 or n ==3:

return True

elif n<=0:

return False

else:

if n%3==0:

return self.isPowerOfThree(n//3)

else:

return False

Q. Roman to integers

Roman numerals are represented by seven different symbols: I, V, X, L, C, D and M.

For example, 2 is written as II in Roman numeral, just two one's added together. 12 is written as XII, which is simply X + II. The number 27 is written as XXVII, which is XX + V + II.

Given a roman numeral, convert it to an integer.

**Example 1:**

**Input:** s = "III"

**Output:** 3

**Example 2:**

**Input:** s = "IV"

**Output:** 4

**Example 3:**

**Input:** s = "IX"

**Output:** 9

Sol:

class Solution:

def romanToInt(self, s: str) -> int:

roman = {'I':1, 'V':5,'X':10,'L':50,'C':100,'D':500, 'M':1000, 'IV':4,'IX':9,'XL':40, 'XC':90, 'CD':400, 'CM':900}

i = 0

num =0

while i<len(s):

if i+1<len(s) and s[i:i+2] in roman:

num+=roman[s[i:i+2]]

i+=2

else:

num+=roman[s[i]]

i+=1

return num

using reverse and dictionary

IV = -1 + 5  
VI = 5 + 1  
XL = -10 + 50  
LX = 50 + 10  
So, if a smaller number appears before a larger number, it indicates that the number is smaller by a quantity used as a suffix to it, which made going backwards seem easy.

class Solution:

def romanToInt(self, s: str) -> int:

roman = {'I':1, 'V':5,'X':10,'L':50,'C':100,'D':500, 'M':1000}

result, temp = 0,0

for i in reversed(s):

if roman[i]>=temp:

result=result+roman[i]

else:

result=result-roman[i]

temp = roman[i]

return result

Another soln:

class Solution:

def romanToInt(self, s: str) -> int:

roman = {'I':1, 'V':5,'X':10,'L':50,'C':100,'D':500, 'M':1000}

result=0

for i,n in enumerate(s): #scanning each roman symbol

result+=roman[n]

if i and (roman[n]>roman[s[i-1]]): #for IV, IX, XL, XC, CD, CM

result-=2\*roman[s[i-1]]

return result

Q. Given a string s containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid. Parentheses.

An input string is valid if:

1. Open brackets must be closed by the same type of brackets.
2. Open brackets must be closed in the correct order.

**Example 1:**

**Input:** s = "()"

**Output:** true

**Example 2:**

**Input:** s = "()[]{}"

**Output:** true

Sol:

class Solution:

def isValid(self, s: str) -> bool:

bracket\_map = {"(": ")", "[": "]", "{": "}"}

#open\_par = set(["(", "[", "{"])

stack = []

for i in s:

if i in bracket\_map:

stack.append(bracket\_map[i])

elif not stack or (stack and stack.pop() != i):

return False

return not stack

Q. Given an integer n, return a string array answer (**1-indexed**) where:

* answer[i] == "FizzBuzz" if i is divisible by 3 and 5.
* answer[i] == "Fizz" if i is divisible by 3.
* answer[i] == "Buzz" if i is divisible by 5.
* answer[i] == i if non of the above conditions are true.

**Example 1:**

**Input:** n = 3

**Output:** ["1","2","Fizz"]

Sol:

class Solution:

def fizzBuzz(self, n: int) -> List[str]:

answer=[]

for num in range(1,n+1):

three = (num%3==0)

five = (num%5==0)

if three and five:

answer.append("FizzBuzz")

elif three:

answer.append("Fizz")

elif five:

answer.append("Buzz")

else:

answer.append(str(num))

return answer

using hash

class Solution:

def fizzBuzz(self, n: int) -> List[str]:

answer=[]

fizzbuzz = {3 : "Fizz", 5 : "Buzz"}

for num in range(1,n+1):

num\_ans = ""

for key in fizzbuzz.keys():

if num%key==0:

num\_ans += fizzbuzz[key]

if not num\_ans:

num\_ans=str(num)

answer.append(num\_ans)

return answer

Q. For two strings s and t, we say "t divides s" if and only if s = t + ... + t  (t concatenated with itself 1 or more times)

Given two strings str1 and str2, return the largest string x such that x divides both str1 and str2.

**Example 1:**

**Input:** str1 = "ABCABC", str2 = "ABC"

**Output:** "ABC"

Sol:

Using recursion

class Solution:

def gcdOfStrings(self, str1: str, str2: str) -> str:

if not str1: return str2

if not str2: return str1

str1, str2 = (str1, str2) if len(str1) <= len(str2) else (str2, str1)

if str2[:len(str1)] == str1:

return self.gcdOfStrings(str2[len(str1):],str1)

return ''

return the largest string that divides both of the strings.

* temp := shorter string between A and B
* m := length of temp
* x := 1
* res is an array and insert “” into the res
* while A and B has substring of size x, then add the substring into the res, and increase x by 1
* finally return the last element in the res array.

class Solution(object):

   def gcdOfStrings(self, str1, str2):

      if len(str1)<=len(str2):

         temp = str1

      else:

         temp = str2

      m = len(temp)

      x = 1

      res=[""]

      while x<=m:

         if m%x==0 and temp[:x] \* (len(str1)//x) == str1 and temp[:x] \* (len(str2)//x) == str2:

            res.append(temp[:x])

         x+=1

      return res[-1]

ob1 = Solution()

print(ob1.gcdOfStrings("ABABAB","ABAB"))

Q. Common words among a tuple string in python

Sol:

When it is required to find common words among the tuple strings, the 'join' method, the 'set' method, the '&' operator and the 'split' method is used.

The 'join' method can be used to join multiple values based on a specific value,

Python comes with a datatype known as 'set'. This 'set' contains elements that are unique only. The set is useful in performing operations such as intersection, difference, union and symmetric difference.

The 'split' function splits the given data into multiple sections depending on the value on which it needs to be split.

The '&' operator performs multiplication, i.e AND operation.

Sol:

my\_tuple\_1 = ('Hi there', 'Hi Will,', 'Hi ', 'Hi there')

print("The tuple is : ")

print(my\_tuple\_1)

my\_result = ", ".join(sorted(set(my\_tuple\_1[0].split()) & set(my\_tuple\_1[1].split()) &

   set(my\_tuple\_1[2].split())))

print("Common words among the tuples are : ")

print(my\_result)

Q. iven two stings ransomNote and magazine, return true if ransomNote can be constructed from magazine and false otherwise.

Each letter in magazine can only be used once in ransomNote.

**Example 1:**

**Input:** ransomNote = "a", magazine = "b"

**Output:** false

**Example 3:**

**Input:** ransomNote = "aa", magazine = "aab"

**Output:** true

Sol:

class Solution:

def canConstruct(self, ransomNote: str, magazine: str) -> bool:

dict1 = Counter(magazine)

dict2 = Counter(ransomNote)

for i in dict2:

if dict2[i]> dict1[i]:

return False

return True

solution using set

class Solution:

def canConstruct(self, ransomNote: str, magazine: str) -> bool:

string = set(ransomNote)

for i in string:

if ransomNote.count(i)> magazine.count(i):

return False

return True

Q. Given an array of meeting time intervals consisting of start and end times [[s1,e1],[s2,e2],…] (si < ei), find the minimum number of conference rooms required.

**Example 1**

Input: [[0, 30],[5, 10],[15, 20]]

Output: 2

**Example 2**

Input: [[7,10],[2,4]]

Output: 1

Greedy: We need to wrap the end time of interval as one room and append it to rooms. First we sort the interval. Then we iterate the given interval, if the current interval’s start time is bigger or equal than any room’s end time in rooms, we will append the current interval’s end time to this room; if the current interval’s start time is not bigger or not equal than any room’s end time in rooms, we will wrap this end time of the current interval as one room and append it to rooms. Finally, the result will be the size of the rooms.

Sol:

**def** **minMeetingRooms**(self, intervals: List[List[int]]) **->** int:

size **=** len(intervals)

**if** size**<=**1: **return** size

sorted\_intervals **=** sorted(intervals)

rooms**=**[[sorted\_intervals[0][1]]]

**for** i **in** range(1,size):

booked **=** False

**for** room **in** rooms:

**if** sorted\_intervals[i][0]**>=**room[**-**1]:

room.append(sorted\_intervals[i][1])

booked **=** True

**break**

**if** **not** booked:rooms.append([sorted\_intervals[i][1]])

**return** len(rooms)

Q. H index

Given an array of integers citations where citations[i] is the number of citations a researcher received for their ith paper, return compute the researcher's h**-index**.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): A scientist has an index h if h of their n papers have at least h citations each, and the other n − h papers have no more than h citations each.

If there are several possible values for h, the maximum one is taken as the h**-index**.

**Example 1:**

**Input:** citations = [3,0,6,1,5]

**Output:** 3

**Explanation:** [3,0,6,1,5] means the researcher has 5 papers in total and each of them had received 3, 0, 6, 1, 5 citations respectively.

Since the researcher has 3 papers with at least 3 citations each and the remaining two with no more than 3 citations each, their h-index is 3.

**Example 2:**

**Input:** citations = [1,3,1]

**Output:** 1

Sol:

class Solution:

def hIndex(self, citations: List[int]) -> int:

sort\_cite = sorted(citations, reverse=True)

for i in range(len(sort\_cite)):

if i+1 > sort\_cite[i]:

return i

return len(sort\_cite)

class Solution:

def hIndex(self, citations: List[int]) -> int:

ans=0

sort\_cite = sorted(citations, reverse=True)

for i, n in enumerate(sort\_cite):

ans= max(ans, min(i+1,n))

return ans

class Solution:

def hIndex(self, citations: List[int]) -> int:

citations.sort()

m = len(citations)

for i, n in enumerate(citations):

if n >= m -i:

return m-i

return 0

O(n log n)

Sc : O(1)

Q. Arrange coins

You have n coins and you want to build a staircase with these coins. The staircase consists of k rows where the ith row has exactly i coins. The last row of the staircase **may be** incomplete.

Given the integer n, return *the number of****complete rows****of the staircase you will build*.
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**Input:** n = 5

**Output:** 2

**Explanation:** Because the 3rd row is incomplete, we return 2.

Sol:

class Solution:

def arrangeCoins(self, n: int) -> int:

left, right = 0, n

while left <= right:

k = (left + right) // 2

current = k \* (k+1)// 2

if current == n:

return k

if n < current:

right = k - 1

else:

left = k + 1

return right

Time complexity: O(log n)

Space complexity: O(1)

Q. Given two binary strings a and b, return *their sum as a binary string*.

**Example 1:**

**Input:** a = "11", b = "1"

**Output:** "100"

**Example 2:**

**Input:** a = "1010", b = "1011"

**Output:** "10101"

Sol:

class Solution:

def addBinary(self, a: str, b: str) -> str:

aa = int(a,2)

bb = int(b,2)

c = bin(aa+bb) [2:]

return c

Q. Given a non-negative integer x, compute and return *the square root of* x.

Since the return type is an integer, the decimal digits are **truncated**, and only **the integer part** of the result is returned.

**Note:**You are not allowed to use any built-in exponent function or operator, such as pow(x, 0.5) or x \*\* 0.5.

**Example 1:**

**Input:** x = 4

**Output:** 2

Sol:

class Solution:

def mySqrt(self, x: int) -> int:

if x == 0:

return 0

elif x == 1 or x == 2:

return 1

stack = []

for i in range(x):

if i\*i > x:

return stack[i-1]

stack.append(i)

Q. Given the roots of two binary trees p and q, write a function to check if they are the same or not.

Two binary trees are considered the same if they are structurally identical, and the nodes have the same value.

 Same tree

**Example 1:**

![Diagram
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**Input:** p = [1,2,3], q = [1,2,3]

**Output:** true

Sol:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def isSameTree(self, p: TreeNode, q: TreeNode) -> bool:

if not p and not q:

return True

if not p or not q:

return False

if p.val!=q.val:

return False

return self.isSameTree(p.right, q.right) and self.isSameTree(p.left, q.left)

Q. minimum depth of a binary tree

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

**Note:** A leaf is a node with no children.

**Example 1:**

![Diagram, shape
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**Input:** root = [3,9,20,null,null,15,7]

**Output:** 2

Sol:

# Definition for a binary tree node.

# class TreeNode:

# def \_\_init\_\_(self, val=0, left=None, right=None):

# self.val = val

# self.left = left

# self.right = right

class Solution:

def minDepth(self, root: TreeNode) -> int:

if root is None: return 0

if root.left is None and root.right is None:

return 1

elif not root.left and root.right:

return 1 + self.minDepth(root.right)

elif root.left and not root.right:

return 1 + self.minDepth(root.left)

else:

return min(self.minDepth(root.left), self.minDepth(root.right)) + 1

Q. Pascals triangle

Given an integer numRows, return the first numRows of **Pascal's triangle**.

In **Pascal's triangle**, each number is the sum of the two numbers directly above it as shown:
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**Example 1:**

**Input:** numRows = 5

**Output:** [[1],[1,1],[1,2,1],[1,3,3,1],[1,4,6,4,1]]

**Example 2:**

**Input:** numRows = 1

**Output:** [[1]]

Sol:

class Solution:

def generate(self, numRows: int) -> List[List[int]]:

if numRows == 0: return []

elif numRows == 1: return [[1]]

Tri = [[1]]

for i in range(1,numRows):

row = [1]

for j in range(1,i):

row.append(Tri[i-1][j-1] + Tri[i-1][j])

row.append(1)

Tri.append(row)

return Tri

Q. Two sum 2

Given an array of integers numbers that is already ***sorted in non-decreasing order***, find two numbers such that they add up to a specific target number.

Return*the indices of the two numbers (****1-indexed****) as an integer array*answer*of size*2*, where*1 <= answer[0] < answer[1] <= numbers.length.

The tests are generated such that there is **exactly one solution**. You **may not** use the same element twice.

**Example 1:**

**Input:** numbers = [2,7,11,15], target = 9

**Output:** [1,2]

**Explanation:** The sum of 2 and 7 is 9. Therefore index1 = 1, index2 = 2.

Sol:

class Solution:

def twoSum(self, numbers: List[int], target: int) -> List[int]:

start = 0

end = len(numbers) - 1

sum = 0

while start<=end:

sum = numbers[start] + numbers[end]

if sum>target:

end-=1

elif sum<target:

start+=1

else:

return [start+1, end+1]

Q. reverse vowels in string

Given a string s, reverse only all the vowels in the string and return it.

The vowels are 'a', 'e', 'i', 'o', and 'u', and they can appear in both cases.

**Example 1:**

**Input:** s = "hello"

**Output:** "holle"

**Example 2:**

**Input:** s = "leetcode"

**Output:** "leotcede"

Sol:

class Solution:

def reverseVowels(self, s: str) -> str:

vowels = ['a','e','i','o','u', 'A','E','I','O','U']

string\_vowels= [i for i in s if i in vowels]

s = list(s)

for i in range(0,len(s)):

if s[i] in vowels:

s[i] = string\_vowels.pop()

return ''.join(s)

Q. number of segments in a string

You are given a string s, return *the number of segments in the string*.

A **segment** is defined to be a contiguous sequence of **non-space characters**.

**Example 1:**

**Input:** s = "Hello, my name is John"

**Output:** 5

**Explanation:** The five segments are ["Hello,", "my", "name", "is", "John"]

Sol:

class Solution:

def countSegments(self, s: str) -> int:

return len(s.split())

TC: O(n), sc : O(n)

class Solution:

def countSegments(self, s):

segment\_count = 0

for i in range(len(s)):

if (i == 0 or s[i-1] == ' ') and s[i] != ' ':

segment\_count += 1

return segment\_count

TC: O(n), sc : O(1)

Q. Repeated substring pattern

Given a string s, check if it can be constructed by taking a substring of it and appending multiple copies of the substring together.

**Example 1:**

**Input:** s = "abab"

**Output:** true

**Explanation:** It is the substring "ab" twice.

Sol:

class Solution:

def repeatedSubstringPattern(self, s: str) -> bool:

for i in range(1, len(s)):

repeat = len(s)// i

if i \* repeat > len(s):

return False

if s[0:i]\*repeat==s:

return True

return False

Q. Fibonacci number

The **Fibonacci numbers**, commonly denoted F(n) form a sequence, called the **Fibonacci sequence**, such that each number is the sum of the two preceding ones, starting from 0 and 1. That is,

F(0) = 0, F(1) = 1

F(n) = F(n - 1) + F(n - 2), for n > 1.

Given n, calculate F(n).

**Example 1:**

**Input:** n = 2

**Output:** 1

**Explanation:** F(2) = F(1) + F(0) = 1 + 0 = 1.

Sol:

class Solution:

def fib(self, n: int) -> int:

if n < 0:

return None

elif n == 0:

return 0

elif n == 1 or n ==2:

return 1

else:

return (self.fib(n-1) + self.fib(n-2))

class Solution:

def fib(self, N: int) -> int:

if N <= 1:

return N

return self.fib(N-1) + self.fib(N-2)

TC: O(2N) This is the slowest way to solve the Fibonacci Sequence because it takes exponential time. The amount of operations needed, for each level of recursion, grows exponentially as the depth approaches N.

Sc: O(N)

Iterative top down

class Solution:

def fib(self, N: int) -> int:

if (N <= 1):

return N

if (N == 2):

return 1

current = 0

prev1 = 1

prev2 = 1

# Since range is exclusive and we want to include N, we need to put N+1.

for i in range(3, N+1):

current = prev1 + prev2

prev2 = prev1

prev1 = current

return current

TC: O(N)

Sc: O(N)

Q. Minimum Add to Make Parentheses Valid

Given a string s of '(' and ')' parentheses, we add the minimum number of parentheses ( '(' or ')', and in any positions ) so that the resulting parentheses string is valid.

Formally, a parentheses string is valid if and only if:

* It is the empty string, or
* It can be written as AB (A concatenated with B), where A and B are valid strings, or
* It can be written as (A), where A is a valid string.

Given a parentheses string, return the minimum number of parentheses we must add to make the resulting string valid.

**Example 1:**

**Input:** s = "())"

**Output:** 1

Keep track of the *balance* of the string: the number of '(''s minus the number of ')''s. A string is valid if its balance is 0, plus every prefix has non-negative balance.

The above idea is common with matching brackets problems, but could be difficult to find if you haven't seen it before.

Now, consider the balance of every prefix of S. If it is ever negative (say, -1), we must add a '(' bracket. Also, if the balance of S is positive (say, +B), we must add B ')' brackets at the end.

Sol:

class Solution:

def minAddToMakeValid(self, s: str) -> int:

ans = bal = 0

for paren in s:

bal += 1 if paren == '(' else -1

if bal == -1:

ans +=1

bal +=1

return bal+ans

TC: *O*(*N*), where Nis the length of S.

SC:O(1)

Q. Given a string **s** and two words **w1** and **w2** that are present in S. The task is to find the minimum distance between **w1** and **w2**. Here, distance is the number of steps or words between the first and the second word.

**Examples:**

***Input :****s = “geeks for geeks contribute practice”, w1 = “geeks”, w2 = “practice”****Output : 1****There is only one word between the closest occurrences of w1 and w2.*

***Input :****s = “the quick the brown quick brown the frog”, w1 = “quick”, w2 = “frog”****Output :****2*

Sol:

def distance(s, w1, w2):

    if w1 == w2 :

       return 0

    # get individual words in a list

    words = s.split(" ")

    # assume total length of the string as

    # minimum distance

    min\_dist = len(words)+1

    # traverse through the entire string

    for index in range(len(words)):

        if words[index] == w1:

            for search in range(len(words)):

                if words[search] == w2:

                    # the distance between the words is

                    # the index of the first word - the

                    # current word index

                    curr = abs(index - search) - 1;

                    # comparing current distance with

                    # the previously assumed distance

                    if curr < min\_dist:

                       min\_dist = curr

    # w1 and w2 are same and adjacent

    return min\_dist

# Driver code

s = "geeks for geeks contribute practice"

w1 = "geeks"

w2 = "practice"

print(distance(s, w1, w2))

**Q. sliding window**

**Given an array and an integer K, find the maximum for each and every contiguous subarray of size k.**

**Examples :**

**Input: arr[] = {1, 2, 3, 1, 4, 5, 2, 3, 6}, K = 3**

**Output: 3 3 4 5 5 5 6**

**Explanation:**

Maximum of 1, 2, 3 is 3

Maximum of 2, 3, 1 is 3

Maximum of 3, 1, 4 is 4

Maximum of 1, 4, 5 is 5

Maximum of 4, 5, 2 is 5

Maximum of 5, 2, 3 is 5

Maximum of 2, 3, 6 is 6

**Input**: arr[] = {8, 5, 10, 7, 9, 4, 15, 12, 90, 13}, K = 4

**Output**: 10 10 10 15 15 90 90

**Explanation:**

Maximum of first 4 elements is 10, similarly for next 4

elements (i.e from index 1 to 4) is 10, So the sequence

generated is 10 10 10 15 15 90 90

Sol:

**Create a nested loop, the outer loop from starting index to n – k th elements. The inner loop will run for k iterations.**

**Create a variable to store the maximum of k elements traversed by the inner loop.**

**Find the maximum of k elements traversed by the inner loop.**

**Print the maximum element in every iteration of outer loop**

def printMax(arr, n, k):

    max = 0

    for i in range(n - k + 1):

        max = arr[i]

        for j in range(1, k):

            if arr[i + j] > max:

                max = arr[i + j]

        print(str(max) + " ", end = "")

# Driver method

if \_\_name\_\_=="\_\_main\_\_":

    arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

    n = len(arr)

    k = 3

    printMax(arr, n, k)

* **Time Complexity:**O(N \* K).   
  The outer loop runs n-k+1 times and the inner loop runs k times for every iteration of outer loop. So time complexity is O((n-k+1)\*k) which can also be written as **O(N \* K)**.
* **Space Complexity:**O(1).   
  No extra space is required.

1. **Q.** Create a deque to store k elements.
2. Run a loop and insert first k elements in the deque. Before inserting the element, check if the element at the back of the queue is smaller than the current element , if it is so remove the element from the back of the deque, until all elements left in the deque are greater than the current element. Then insert the current element, at the back of the deque.
3. Now, run a loop from k to end of the array.
4. Print the front element of the deque.
5. Remove the element from the front of the queue if they are out of the current window.
6. Insert the next element in the deque. Before inserting the element, check if the element at the back of the queue is smaller than the current element , if it is so remove the element from the back of the deque, until all elements left in the deque are greater than the current element. Then insert the current element, at the back of the deque.
7. Print the maximum element of the last window.

from collections import deque

# A Deque (Double ended queue) based

# method for printing maximum element

# of all subarrays of size k

def printMax(arr, n, k):

    """ Create a Double Ended Queue, Qi that

    will store indexes of array elements.

    The queue will store indexes of useful

    elements in every window and it will

    maintain decreasing order of values from

    front to rear in Qi, i.e., arr[Qi.front[]]

    to arr[Qi.rear()] are sorted in decreasing

    order"""

    Qi = deque()

    # Process first k (or first window)

    # elements of array

    for i in range(k):

        # For every element, the previous

        # smaller elements are useless

        # so remove them from Qi

        while Qi and arr[i] >= arr[Qi[-1]] :

            Qi.pop()

        # Add new element at rear of queue

        Qi.append(i);

    # Process rest of the elements, i.e.

    # from arr[k] to arr[n-1]

    for i in range(k, n):

        # The element at the front of the

        # queue is the largest element of

        # previous window, so print it

        print(str(arr[Qi[0]]) + " ", end = "")

        # Remove the elements which are

        # out of this window

        while Qi and Qi[0] <= i-k:

            # remove from front of deque

            Qi.popleft()

        # Remove all elements smaller than

        # the currently being added element

        # (Remove useless elements)

        while Qi and arr[i] >= arr[Qi[-1]] :

            Qi.pop()

        # Add current element at the rear of Qi

        Qi.append(i)

    # Print the maximum element of last window

    print(str(arr[Qi[0]]))

# Driver code

if \_\_name\_\_=="\_\_main\_\_":

    arr = [12, 1, 78, 90, 57, 89, 56]

    k = 3

    printMax(arr, len(arr), k)

**Q, number of ds**

def dfs(grid, r,c ):

grid[r][c]= '0'

list = [(r-1, c), (r+1, c), (r, c-1), (r, c+1)]

for row, col in list:

if row>=0 and col>=0 and row < len(grid) and col< len(grid[row]) and grid[row][col] == '1':

dfs(grid, row, col)

def numberOfIslands(grid):

islands = 0

for r in range(len(grid)):

for c in range(len(grid[r])):

if grid[r][c] == '1':

dfs(grid, r, c)

islands += 1

return islands

grid = [

["1","1","0","0","0"],

["1","1","0","0","0"],

["0","0","1","0","0"],

["0","0","0","1","1"]

]

print(numberOfIslands(grid))

m times n if we are given an m by n array

Q. meeting rooms one

def meetingRoom(intervals):

#0--5--10--15--20--25--30

intervals.sort()

last\_end = -1

for start, end in intervals:

if last\_end <= start:

last\_end = end

else:

return False

return True

intervals = [[7,10], [2, 4]]

print(meetingRoom(intervals))

#TC o(nlogn)

#SC o(1)

Q. meeting rooms

import heapq

def meetingRoom(intervals):

intervals.sort()

meeting\_rooms = 1

heap = [intervals[0][1]]

for start, end in intervals[1:]:

if heap[0] <= start:

heapq.heappop(heap)

heapq.heappush(heap, end)

meeting\_rooms = max(meeting\_rooms, len(heap))

return meeting\_rooms

#intervals = [[0,15], [0, 30], [15, 20], [21, 25]]

intervals = [[7,10], [2, 4]]

print(meetingRoom(intervals))

Q. star alphabet

def star(n):

num = 65

for i in range(0, n):

for j in range(0, i+1):

al = chr(num)

print(al , end=" ")

num = num + 1

print("\r")

n = 5

star(n)

Q. star pattern

def star(n):

for i in range(0, n):

for j in range(0, i+1):

print(" \* ", end="")

print("\r")

n = 5

star(n)

using list

def pypart(n):

    myList = []

    for i in range(1,n+1):

        myList.append("\*"\*i)

    print("\n".join(myList))

# Driver Code

n = 5

pypart(n)
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def pypart2(n):

    # number of spaces

    k = 2\*n - 2

    # outer loop to handle number of rows

    for i in range(0, n):

        # inner loop to handle number spaces

        # values changing acc. to requirement

        for j in range(0, k):

            print(end=" ")

        # decrementing k after each loop

        k = k - 2

        # inner loop to handle number of columns

        # values changing acc. to outer loop

        for j in range(0, i+1):

            # printing stars

            print("\* ", end="")

        # ending line after each row

        print("\r")

# Driver Code

n = 5

pypart2(n)

triangle star

def triangle(n):

    # number of spaces

    k = n - 1

    # outer loop to handle number of rows

    for i in range(0, n):

        # inner loop to handle number spaces

        # values changing acc. to requirement

        for j in range(0, k):

            print(end=" ")

        # decrementing k after each loop

        k = k - 1

        # inner loop to handle number of columns

        # values changing acc. to outer loop

        for j in range(0, i+1):

            # printing stars

            print("\* ", end="")

        # ending line after each row

        print("\r")

# Driver Code

n = 5

triangle(n)

number triangle

def numpat(n):

    # initialising starting number

    num = 1

    # outer loop to handle number of rows

    for i in range(0, n):

        # re assigning num

        num = 1

        # inner loop to handle number of columns

            # values changing acc. to outer loop

        for j in range(0, i+1):

                # printing number

            print(num, end=" ")

            # incrementing number at each column

            num = num + 1

        # ending line after each row

        print("\r")

# Driver code

n = 5

numpat(n)

number pattern ascending

def contnum(n):

    # initializing starting number

    num = 1

    # outer loop to handle number of rows

    for i in range(0, n):

        # not re assigning num

        # num = 1

        # inner loop to handle number of columns

        # values changing acc. to outer loop

        for j in range(0, i+1):

            # printing number

            print(num, end=" ")

            # incrementing number at each column

            num = num + 1

        # ending line after each row

        print("\r")

n = 5

# sending 5 as argument

# calling Function

contnum(n)

Q. binary search array

def binary\_search(arr, target):

l = 0

r = len(arr) - 1

while l <= r:

mid = (l+r) // 2

if target == arr[mid]:

return mid

elif target < arr[mid]:

r = mid - 1

else:

l = mid + 1

return -1

arr = [-2, 3, 4, 7, 8, 9, 11, 13]

target = 11

print(binary\_search(arr, target))

recursive binary search

def binary\_search\_recursive(array, element, start, end):

if start > end:

return -1

mid = (start + end) // 2

if element == array[mid]:

return mid

if element < array[mid]:

return binary\_search\_recursive(array, element, start, mid-1)

else:

return binary\_search\_recursive(array, element, mid+1, end)

arr = [-2, 3, 4, 7, 8, 9, 11, 13]

target = 11

print(binary\_search\_recursive(arr, target, 0, len(arr)))

Q.Invert a binary tree

# A node contains the value, left and right pointers

class newNode:

def \_\_init\_\_(self,data):

self.data = data

self.left = self.right = None

def invert(node):

if (node == None):

return

else:

temp = node

# recursive calls

invert(node.left)

invert(node.right)

# swap the pointers in this node

temp = node.left

node.left = node.right

node.right = temp

# print InOrder binary tree traversal.

def print\_tree(node) :

if (node == None):

return

print\_tree(node.left)

print(node.data, end=" ")

print\_tree(node.right)

root = newNode(2)

root.left = newNode(1)

root.right = newNode(4)

root.right.left = newNode(3)

root.right.right = newNode(5)

# Print inorder traversal of the input tree

print("Inorder traversal of the constructed tree is")

print\_tree(root)

# Convert tree to its mirror

invert(root)

# Print inorder traversal of the mirror tree

print("\nInorder traversal of the mirror tree is")

print\_tree(root)

Q. Given an array and an integer **K**, find the maximum for each and every contiguous subarray of size k.

1. Create a nested loop, the outer loop from starting index to n – k th elements. The inner loop will run for k iterations.
2. Create a variable to store the maximum of k elements traversed by the inner loop.
3. Find the maximum of k elements traversed by the inner loop.
4. Print the maximum element in every iteration of outer loop

def printMax(arr, n, k):

    max = 0

    for i in range(n - k + 1):

        max = arr[i]

        for j in range(1, k):

            if arr[i + j] > max:

                max = arr[i + j]

        print(str(max) + " ", end = "")

# Driver method

if \_\_name\_\_=="\_\_main\_\_":

    arr = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10]

    n = len(arr)

    k = 3

    printMax(arr, n, k)

* **Time Complexity:**O(N \* K).   
  The outer loop runs n-k+1 times and the inner loop runs k times for every iteration of outer loop. So time complexity is O((n-k+1)\*k) which can also be written as **O(N \* K)**.
* **Space Complexity:**O(1).   
  No extra space is required.

Q. merge two sorted arrays

def mergeArrays(arr1, arr2, n1, n2):

    arr3 = [None] \* (n1 + n2)

    i = 0

    j = 0

    k = 0

    # Traverse both array

    while i < n1 and j < n2:

        # Check if current element

        # of first array is smaller

        # than current element of

        # second array. If yes,

        # store first array element

        # and increment first array

        # index. Otherwise do same

        # with second array

        if arr1[i] < arr2[j]:

            arr3[k] = arr1[i]

            k = k + 1

            i = i + 1

        else:

            arr3[k] = arr2[j]

            k = k + 1

            j = j + 1

    # Store remaining elements

    # of first array

    while i < n1:

        arr3[k] = arr1[i];

        k = k + 1

        i = i + 1

    # Store remaining elements

    # of second array

    while j < n2:

        arr3[k] = arr2[j];

        k = k + 1

        j = j + 1

    print("Array after merging")

    for i in range(n1 + n2):

        print(str(arr3[i]), end = " ")

# Driver code

arr1 = [1, 3, 5, 7]

n1 = len(arr1)

arr2 = [2, 4, 6, 8]

n2 = len(arr2)

mergeArrays(arr1, arr2, n1, n2);

Q. diagonal traverse

class Solution:

def findDiagonalOrder(self, matrix: List[List[int]]) -> List[int]:

# Check for empty matrices

if not matrix or not matrix[0]:

return []

# Variables to track the size of the matrix

N, M = len(matrix), len(matrix[0])

# The two arrays as explained in the algorithm

result, intermediate = [], []

# We have to go over all the elements in the first

# row and the last column to cover all possible diagonals

for d in range(N + M - 1):

# Clear the intermediate array everytime we start

# to process another diagonal

intermediate.clear()

# We need to figure out the "head" of this diagonal

# The elements in the first row and the last column

# are the respective heads.

r, c = 0 if d < M else d - M + 1, d if d < M else M - 1

# Iterate until one of the indices goes out of scope

# Take note of the index math to go down the diagonal

while r < N and c > -1:

intermediate.append(matrix[r][c])

r += 1

c -= 1

# Reverse even numbered diagonals. The

# article says we have to reverse odd

# numbered articles but here, the numbering

# is starting from 0 :P

if d % 2 == 0:

result.extend(intermediate[::-1])

else:

result.extend(intermediate)

return result

print("Hello")

*# Your last C/C++ code is saved below:*

*# Given a list of daily temperatures T, return a list such that, for each day in the input,*

*# tells you how many days you would have to wait until a warmer temperature.*

*# If there is no future day for which this is possible, put 0 instead.*

*# For example, given the list of temperatures T = [73, 74, 75, 71, 69, 72, 76, 73], your output should be [1, 1, 4, 2, 1, 1, 0, 0].*

*# Note: The length of temperatures will be in the range [1, 30000]. Each temperature will be an integer in the range [30, 100].*

*# T = [73, 74, 75, 71, 69, 72, 76, 73]*

*# op = [1,1,4,2,1,1,0,0]*

"""

iterate over the list till len of T

check if T[i] is less than or greater than the next element in the list

keep a count = 0

if T[i] is less then incremnt till the next highest element

increase the count and append it to new list

if T[j] is more  than T[i] add one to the list

"""

def temp\_count(*T*):

  op = []

  count = 0

  for i in range(0, len(T)):

    for j in range(1, len(T)):

      if T[j] > T[i]:

        count += 1

        op.append(count)

*# i += 1*

*# j += 1*

        count = 0

      else:

        j+= 1

        count += 1

*# #include <iostream>*

*# using namespace std;*

*# int main() {*

*#   cout<<"Hello";*

*#   return 0;*

*# }*

Q. nterviewed with Snapchat a few months ago

Phone Interview:

Given a list of strings and a regex like string return all strings that match

Example:  
['world', 'word', 'would', 'wont', 'which', 'hello']  
'w3\*d'

Would return 'world' and 'would' since there are 3 wildcards between w and d

'w2\*d' would return 'word' since there are 2 wildcards between w and d

Overall approached this wrong, I built a trie when there was a pretty straight forward iterative approach but it was my first interview after a long time so I was extremely rusty

Q. Related to bash command line:  
Write a function that takes in a string such and returns an array of strings based on the elements in the bracket:

Input: "file{1,2,3,4,5}.txt"  
output: ["file1.txt", "file2.txt", .......]

Input: "{Jan}month{march}month"  
output: ["Janmonth", "marchmonth"]

<https://leetcode.com/problems/brace-expansion-ii/>

Q. Implement a simple regular expression parser:

1. Write a function that will parse a regular expression pattern and return an object that defines the operation for our regular expression pattern matching.

Pattern Syntax:

== Character matchers:

* . Matches any character
* \s Matches a space or tab character
* \ Treats the following character as a literal, eg . matches a single period
* All other characters are treated as literals.

== Modifiers (only appear following matchers):

* + Match at least one or more of the preceding matcher
* \* Match zero or more of the preceding matcher

Example:  
Pattern: "..+, hello world!\s\*"

The parsed form should be an array of tuples which describe the matcher along with any modifiers on that matcher.

General form for parsed input: [(MatcherType, Modifer)]  
Example: [(AnyCharacter, ONCE), (AnyCharacter, ONE\_OR\_MORE), ...]  
Example: [(Character('h'), ONCE), (AnyCharacter, ONE\_OR\_MORE), ...]

Q. Longest Consecutive Sequence

Solution

Given an unsorted array of integers nums, return *the length of the longest consecutive elements sequence.*

You must write an algorithm that runs in O(n) time.

**Example 1:**

**Input:** nums = [100,4,200,1,3,2]

**Output:** 4

**Explanation:** The longest consecutive elements sequence is [1, 2, 3, 4]. Therefore its length is 4.

**Example 2:**

**Input:** nums = [0,3,7,2,5,8,4,6,0,1]

**Output:** 9

Sol:

Iterative method not recommended

class Solution:

def longestConsecutive(self, nums: List[int]) -> int:

nums.sort()

count = 0

for i in nums:

num = i

curr\_count = 1

while num+1 in nums:

num += 1

curr\_count += 1

count = max(count, curr\_count)

return count

* Time complexity : O(n^3)*O*(*n*3).

The outer loop runs exactly n*n* times, and because currentNum increments by 1 during each iteration of the while loop, it runs in O(n)*O*(*n*) time. Then, on each iteration of the while loop, an O(n)*O*(*n*) lookup in the array is performed. Therefore, this brute force algorithm is really three nested O(n)*O*(*n*) loops, which compound multiplicatively to a cubic runtime.

* Space complexity : O(1)*O*(1).

The brute force algorithm only allocates a handful of integers, so it uses constant additional space.

Sorting method

class Solution:

def longestConsecutive(self, nums):

if not nums:

return 0

nums.sort()

longest\_streak = 1

current\_streak = 1

for i in range(1, len(nums)):

if nums[i] != nums[i-1]:

if nums[i] == nums[i-1]+1:

current\_streak += 1

else:

longest\_streak = max(longest\_streak, current\_streak)

current\_streak = 1

return max(longest\_streak, current\_streak)

* Time complexity : O(nlgn)*O*(*nlgn*).

The main for loop does constant work n*n* times, so the algorithm's time complexity is dominated by the invocation of sort, which will run in O(nlgn)*O*(*nlgn*) time for any sensible implementation.

* Space complexity : O(1)*O*(1) (or O(n)*O*(*n*)).

For the implementations provided here, the space complexity is constant because we sort the input array in place. If we are not allowed to modify the input array, we must spend linear space to store a sorted copy.

Hash set method

class Solution:

def longestConsecutive(self, nums):

longest\_streak = 0

num\_set = set(nums)

for num in num\_set:

if num - 1 not in num\_set:

current\_num = num

current\_streak = 1

while current\_num + 1 in num\_set:

current\_num += 1

current\_streak += 1

longest\_streak = max(longest\_streak, current\_streak)

return longest\_streak

* Time complexity : O(n)*O*(*n*).

Although the time complexity appears to be quadratic due to the while loop nested within the for loop, closer inspection reveals it to be linear. Because the while loop is reached only when currentNum marks the beginning of a sequence (i.e. currentNum-1 is not present in nums), the while loop can only run for n*n* iterations throughout the entire runtime of the algorithm. This means that despite looking like O(n \cdot n)*O*(*n*⋅*n*) complexity, the nested loops actually run in O(n + n) = O(n)*O*(*n*+*n*)=*O*(*n*) time. All other computations occur in constant time, so the overall runtime is linear.

* Space complexity : O(n)*O*(*n*)

Q. Majority element

Given an array nums of size n, return *the majority element*.

The majority element is the element that appears more than ⌊n / 2⌋ times. You may assume that the majority element always exists in the array.

**Example 1:**

**Input:** nums = [3,2,3]

**Output:** 3

**Example 2:**

**Input:** nums = [2,2,1,1,1,2,2]

**Output:** 2

Sol:

Using counter

class Solution:

def majorityElement(self, nums: List[int]) -> int:

num = collections.Counter(nums)

return max(num.keys(), key=num.get)

iterative (exceeds speed limit but works)

class Solution:

def majority\_element(nums):

n = [] #To store count of each elements

for x in nums:

count = 0

for i in range(len(nums)):

if x == nums[i]:

count+=1

n.append(count)

a = max(n) #largest in counts list

for i in range(len(n)):

if n[i] == a:

return nums[i] #element,frequency

return

nums = [2,2,1,1,1,2,2]

print(majority\_element(nums))

Q. Intersection of two arrays

Given two integer arrays nums1 and nums2, return *an array of their intersection*. Each element in the result must be **unique** and you may return the result in **any order**.

**Example 1:**

**Input:** nums1 = [1,2,2,1], nums2 = [2,2]

**Output:** [2]

**Example 2:**

**Input:** nums1 = [4,9,5], nums2 = [9,4,9,8,4]

**Output:** [9,4]

**Explanation:** [4,9] is also accepted.

Sol:

class Solution:

def intersection(self, nums1: List[int], nums2: List[int]) -> List[int]:

num1 = set(nums1)

num2 = set(nums2)

return num1 & num2

* Time complexity : \mathcal{O}(n + m)O(*n*+*m*) in the average case and \mathcal{O}(n \times m)O(*n*×*m*) [in the worst case when load factor is high enough](https://wiki.python.org/moin/TimeComplexity#set).
* Space complexity : \mathcal{O}(n + m)O(*n*+*m*) in the worst case when all elements in the arrays are different.

Another sol:

class Solution:

def intersection(self, nums1: List[int], nums2: List[int]) -> List[int]:

nums1.sort()

nums2.sort()

i = j = 0

pre = None # avoid duplicates

while i < len(nums1) and j < len(nums2):

if nums1[i] == nums2[j]:

if not pre:

pre = nums1[i]

i += 1

j += 1

else:

if nums1[i] == pre:

nums1.pop(i)

else:

pre = nums1[i]

i += 1

j += 1

elif nums1[i] < nums2[j]:

nums1.pop(i)

else:

j += 1

return nums1[:i] # if nums1 is longer than nums2

the solution takes O(n) time and O(1) space, if we are told that nums1 and nums2 are sorted

Q. third max number

Given integer array nums, return *the third maximum number in this array*. If the third maximum does not exist, return the maximum number.

**Example 1:**

**Input:** nums = [3,2,1]

**Output:** 1

**Explanation:** The third maximum is 1.

**Example 2:**

**Input:** nums = [1,2]

**Output:** 2

**Explanation:** The third maximum does not exist, so the maximum (2) is returned instead.

Sol:

class Solution:

def thirdMax(self, nums: List[int]) -> int:

num = sorted(set(nums), reverse=True)

if len(num)>=3:

return num[2]

else:

return max(num)

Q. **Find All Numbers Disappeared in an Array**

Given an array nums of n integers where nums[i] is in the range [1, n], return *an array of all the integers in the range* [1, n] *that do not appear in* nums.

**Example 1:**

**Input:** nums = [4,3,2,7,8,2,3,1]

**Output:** [5,6]

**Example 2:**

**Input:** nums = [1,1]

**Output:** [2]

Sol:

class Solution:

def findDisappearedNumbers(self, nums: List[int]) -> List[int]:

res = [i for i in range(0, len(nums)+1)]

for i in nums:

res[i]=0

return [i for i in res if i!=0]

using hash table

class Solution:

def findDisappearedNumbers(self, nums: List[int]) -> List[int]:

hash\_table = {}

result = []

for num in nums:

hash\_table[num] = 1

for num in range(1, len(nums) + 1):

if num not in hash\_table:

result.append(num)

* Time comlexity: O(N)
* Space complexity: O(N)

Using set

class Solution:

def findDisappearedNumbers(self, nums: List[int]) -> List[int]:

nums\_set = set(nums)

ideal\_set = set(range(1, len(nums) + 1))

result = list(ideal\_set - nums\_set)

return result

* Time comlexity: O(N)
* Space complexity: O(N)

Q.**Minimum Moves to Equal Array Elements**

Given an integer array nums of size n, return *the minimum number of moves required to make all array elements equal*.

In one move, you can increment n - 1 elements of the array by 1.

**Example 1:**

**Input:** nums = [1,2,3]

**Output:** 3

**Explanation:** Only three moves are needed (remember each move increments two elements):

[1,2,3] => [2,3,3] => [3,4,3] => [4,4,4]

**Example 2:**

**Input:** nums = [1,1,1]

**Output:** 0

Sol:

class Solution:

def minMoves(self, nums: List[int]) -> int:

moves = 0

m = min(nums)

idx = nums.index(m)

for j in range(len(nums)):

if idx == j:

continue

else:

moves = moves + nums[j] - nums[idx]

return moves

another similar

class Solution:

def minMoves(self, nums: List[int]) -> int:

if len(nums)<=1:

return 0

else:

moves=0

mini = min(nums)

for i in range(len(nums)):

moves = moves + abs(nums[i]-mini)

return moves

another similar

class Solution:

def minMoves(self, nums: List[int]) -> int:

return sum(nums) - min(nums)\*len(nums)

Q. Assign cookies

Assume you are an awesome parent and want to give your children some cookies. But, you should give each child at most one cookie.

Each child i has a greed factor g[i], which is the minimum size of a cookie that the child will be content with; and each cookie j has a size s[j]. If s[j] >= g[i], we can assign the cookie j to the child i, and the child i will be content. Your goal is to maximize the number of your content children and output the maximum number.

**Example 1:**

**Input:** g = [1,2,3], s = [1,1]

**Output:** 1

**Explanation:** You have 3 children and 2 cookies. The greed factors of 3 children are 1, 2, 3.

And even though you have 2 cookies, since their size is both 1, you could only make the child whose greed factor is 1 content.

You need to output 1.

**Example 2:**

**Input:** g = [1,2], s = [1,2,3]

**Output:** 2

**Explanation:** You have 2 children and 3 cookies. The greed factors of 2 children are 1, 2.

You have 3 cookies and their sizes are big enough to gratify all of the children,

You need to output 2.

Sol:

class Solution:

def findContentChildren(self, g: List[int], s: List[int]) -> int:

g.sort()

s.sort()

c=0

for cookie in s:

if c >= len(g):

return c

if cookie >= g[c]:

c+=1

return c